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Abstract

The hardness vs. randomness paradigm aims to construct pseudorandom generators (PRGs) based
on complexity theoretic hardness assumptions. A seminal result in this area is a PRG construction by
[NW94, IW97]. A sequence of works [KvMO02, SUOS, Uma03, SU06] generalized the result of [NW94,
IW97] to nondeterministic circuits. More specifically, they showed that if E = DTIME(29(") requires
nondeterministic circuits of size 2°%("), then for every sufficiently large s, and every € > %, there is an
e-PRG G : {0,1}=CUosstlos ) _y £0 1}¢ that runs in time poly(s), and fools size s nondeterministic
circuits. In particular, for every size s nondeterministic circuit C,

Pr[C(G(U,)) = 1] < Pr[C(Uy) = 1] +e.

Applebaum et al. [AASY15] showed that “black-box techniques” cannot achieve such results for
e = s~ _In order to circumvent this problem, Artemenko et al. [AIKS16] suggested a “multiplicative”
version of PRGs, which requires that:

Pr[C(G(U,)) =1] < 2 Pr[C(U,) = 1] + .

This still gives that Pr[C(G(U,)) = 1] is very small, if Pr[C(U,) = 1] is very small, and is therefore
suitable for applications that only require this consequence. [AIKS16] constructed such multiplicative
PRGs for € = s~“(1) (based on very strong hardness assumptions).

In this paper, we give an optimal construction of multiplicative PRGs for nondeterministic circuits.
More specifically, under the same hardness assumption used for (standard) PRGs for nondeterministic
circuits, we show that for every e > -, there is a multiplicative PRG G : {0, 1}7=0(os s+log ) = {0,1}*
that runs in time poly(s) and fools size s nondeterministic circuits.

This gives the optimal seed length under a hardness assumption that is necessary, and provides im-
provements in several applications of multiplicative PRGs. Our result improves upon the previous multi-
plicative PRG construction of [AIKS16], which uses a stronger hardness assumption against Y3-circuits,
and where the seed length is the suboptimal r = O(log s) + O(log <)2. Our result also improves upon the
recent multiplicative PRG of Shaltiel [Sha25] that only achieves very small stretch (the output length in
[Sha25] is less than twice the seed length).

We also show that black-box techniques cannot give a version of our result where “nondeterministic”
is replaced by “deterministic”. This justifies the current situation where hardness for nondeterministic
circuits is used even if one only wants low error multiplicative PRGs that fool deterministic circuits.

Our PRG construction borrows ideas from the recent “low stretch” PRG of Shaltiel [Sha25], and
the (standard) PRG construction of Shaltiel and Umans [SUO5]. Loosely speaking, we aim to get the
“multiplicativity” of the former, and the “large stretch” of the latter. While both approaches generalize
the list-decoding results of Sudan, Trevisan and Vadhan [STVO01], the two results are tailored to two very
different parameter regimes, and we introduce several new ideas to make the two approaches co-exist.
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1 Introduction

1.1 Pseudorandom Generators With Respect To a Relation

Pseudorandomness is a viewpoint that says that a distribution Z over {0, 1} is “similar” to the uniform
distribution U,,, from the point of view of some function C' : {0,1}"™ — {0,1}, if the quantities p; =
Pr[C(Up,) = 1] and py = Pr[C(Z) = 1] are “similar”. Typically, this similarity is measured by choosing a

parameter 0 < e < 1 and using the standard (additive, double-sided) relation %ig on [0, 1] defined as follows:

d
L ~epr < |p2—p1] <€
or in other words, Z is pseudorandom for C' if:
| Pr[C(Z) = 1] = Pr[C(Up) =1]| <e.

In this paper, following [AIKS16, Sha25] we will also consider other relations (as we explain below in Section
1.3). In the definition below, we define pseudorandomness, and pseudorandom generators (PRGs) with respect
to an arbitrary relation, and obtain the standard notion as a special case.

Definition 1.1 (Pseudorandomness with respect to a relation). Let ~ be a relation on [0, 1. Given a function
C:{0,1}"™ — {0, 1}, a distribution Z over {0, 1} is pseudorandom for C' with respect to ~, if

Pr[C(Up) = 1] ~ Pr[C(Z) = 1].

We will abbreviate “with respect to” as “w.r.t.” for brevity. Given a class C of functions C' : {0,1}"™ — {0,1},

we say that Z is pseudorandom for C w.r.t. ~, if it is pseudorandom for every C' in the class C w.r.t. ~.
1

We say that Z is e-pseudorandom for C, if it is pseudorandom for C w.r.t. %ie.
Definition 1.2 (Pseudorandom generators w.r.t. a relation). Let ~ be a relation on [0,1]. A function G :
{0,1}" — {0,1}™ is a PRG for a class C w.r.t. ~, if G(U,) is pseudorandom for C w.r.t. ~. G is an e-PRG

o, e d
for C ifitis a PRG for C w.r.t. ~..

1.2 PRGs for Nondeterministic Circuits from Hardness Assumptions

In this paper we will consider PRGs for the class of functions computable by either deterministic or nondeter-
ministic circuits of a specified size s. We will consider PRGs in the “Nisan-Wigderson setting” in which the
PRG will be allowed to run in time p(s) > s for some polynomial p(s). It is well known that such PRGs im-
ply circuit lower bounds, and therefore, explicit constructions of such PRGs (e.g. [[W97]) require complexity
theoretic hardness assumptions. We now discuss a well known (family of) hardness assumptions.

We say that “E is hard for exponential size circuits of some type”, if there exists a problem L € E =
DTIME(2O(”)) and a constant 3 > 0, such that for every sufficiently large n, circuits of size 2™ (of the
specified type) fail to compute the characteristic function of L on inputs of length n. (See Section 3.3 for a
more formal definition).

The assumption that E is hard for exponential size (deterministic) circuits was used by the celebrated
paper of Impagliazzo and Wigderson [IW97] to imply PRGs for (deterministic) circuits. Subsequent work

"We remark that if the class C is closed under complement then the standard notion is also obtained when using the (one sided)
relation
p1L~ep2 <= pa <p1te

in which the absolute value is removed.



[KvMO02, SUO5, Uma03, SUO6] shows how to obtain PRGs for nondeterministic circuits, assuming that E is
hard for exponential size nondeterministic circuits.> These two results are stated below.

Theorem 1.3 ([IW97]). If E is hard for exponential size (deterministic) circuits, then for every sufficiently
large s, there is an e-PRG, G : {0,1}7=000s) — (0 115 for size s (deterministic) circuits, with ¢ = 1
Furthermore, G is computable in time poly(s).>

Theorem 1.4 ([SUO5]). If E is hard for exponential size nondeterministic circuits, then for every sufficiently
large s, there is an e-PRG, G : {0,1}7=00¢%) — 0,1} for size s nondeterministic circuits, with € = 1.
Furthermore, G is computable in time poly(s).

We remark that in both theorems, it is known that the assumption is necessary for the conclusion. Note
that both theorems obtain error € = % It is natural to ask whether it is possible to obtain smaller error of
e = s~ (at the cost of increasing the seed length). Unfortunately, we have evidence that “black-box
techniques” cannot produce such results, even when starting from significantly stronger assumptions.

Informal Theorem 1.5 ([AASY 15, GSV18]). “Black box techniques” cannot give a version of Theorem 1.3
or Theorem 1.4 in which ¢ = s~ even if:

* The seed length r is increased fromr = O(log s) tor = s — 1.

* The hardness assumption is strengthened to “E is hard for exponential size Y;-circuits”, for an arbitrary
constant i. Here a ¥;-circuit is a circuit with special gates that compute a complete language in the
complexity class Zf . See precise definition in Definition 3.1.

* The PRG is only w.r.t. X rather than w.rt. %ie.

The reader is referred to [AASY15, GSV 18] for a precise formulation of these results. We stress that all
proofs in the PRG literature use “black-box techniques”.

We remark that “cryptographic PRGs” can do better, and achieve error that is “negligible” in s. However,
cryptographic PRGs (even w.r.t. ~.) do not exist against nondeterministic circuits, because in the crypto-
graphic setting, the adversary has the computational resources to run the PRG, and can easily use nondeter-
minism to break the PRG.

1.3 Multiplicative PRGs

A useful property of a 6-PRG, G : {0,1}" — {0,1}™ with very low error 6 = s~*(1) against size s
nondeterministic circuits, is that for every nondeterministic circuit C' of size s,

p1=Pr[CUn) =1] <8 = py = Pr[C(G(U,)) = 1] < 26 = O(5).

That is, if p; is guaranteed to be very small, then ps is also guaranteed to be very small. We will loosely refer
to this property as “preserving small probabilities”. Some applications of PRGs for nondeterministic circuits
(that we will survey later on) require § = s~“(1), but only rely on “preserving small probabilities”.
Motivated by such applications (and the negative results of Theorem 1.5) Artemenko et al. [AIKS16]
and Shaltiel [Sha25] defined a notion of “multiplicative PRGs” that implies “preserving small probabilities”
(and can be constructed under hardness assumptions). More specifically, inspired by differential privacy, they
consider PRGs w.r.t. the following “one-sided” relation (which combines multiplicative and additive terms).

PL e P2 == p2 <€ -p1+0.

The assumption that E is hard for exponential size nondeterministic circuits is standard, and was used in many results [AK02,
KvMO02, MV05, SU05, BOV07, GW02, GST03, SU06, SU09, Drul3, AASY 15, BV17, AIKS16, HNY 17, DMOZ22, BDL22, CT22,
BGDM23, BSS24, SS24, Sha25]. It can be viewed as a scaled, nonuniform version of the widely believed assumption that EXP #
NP.

3Here, and in the remainder of the paper, we often set m = s, as a size s circuit can receive at most s input bits, and can choose
to ignore some of them.



Definition 1.6 (Multiplicative PRGs [Sha251*). A function G : {0,1}" — {0,1}™ is an (e, §)-multiplicative
PRG for a class C if it is a PRG for C w.r.t. TJ(W;).

Note that even if we take e = 1, then for every § > 0, we have that a (1, §)-multiplicative PRG G :
{0,1}" — {0, 1}™ “preserves small probabilities”, because

Pr[C(Uy) =1] <6 = Pr[C(G(U,)) =1] <e' - Pr[C(Uy) = 1]+ 6 = O(9).

Recent work [Sha25, BSS25] shows that multiplicative PRGs (with this definition) are useful when construct-
ing extractors for samplable distributions. For the applications considered in this paper, it will always suffice
to take ¢ = 1, and very small d, and so, we advise the reader to focus on the parameter .

1.4 An Optimal Multiplicative PRG for Nondeterministic Circuits
The main result of this paper is a new construction of multiplicative PRGs for nondeterministic circuits.

Theorem 1.7 (Optimal multiplicative PRGs for nondeterministic circuits). If E is hard for exponential size
nondeterministic circuits, then for every sufficiently large s, and every 2% <0< % there is an (%,5)-
multiplicative PRG,

G :{0,1}7=C0g3) _ {0 1}

for size s nondeterministic circuits. Furthermore, G is computable in time poly(s).

Optimality of the multiplicative PRG. Our multiplicative PRG is optimal in the following features:

* The hardness assumption is necessary: The assumption that E is hard for exponential size nondetermin-
istic circuits, easily follows from the conclusion of Theorem 1.7. In fact, it follows for much weaker
parameters, see Remark 4.4. Another way to view this is that we are able to get a multiplicative PRG
using the same hardness assumption that is necessary and sufficient for standard PRGs in Theorem 1.4.

o The seed-length is optimal up to a constant: For every 2% << %, we obtain seed length r = O(log %)
This is obviously best possible (except for the constant hidden in the O(-) notation) as a probability
space defined using r random bits cannot have nonzero probabilities that are smaller than 27".

* We achieve ¢ = % which by Theorem 1.5 is best possible for black-box techniques. While we do
achieve this, we remark again that for many applications € = 1 suffices.

Comparison to previous multiplicative PRG constructions. Artemenko et al. [AIKS16] constructed a
multiplicative PRG which is suboptimal precisely in the two features mentioned above. They rely on the
stronger assumption that E is hard for exponential size Y 3-circuits (rather than the necessary assumption that
we rely on). Furthermore, the seed length that they use is quadratically larger. More specifically, they obtain
r = O(log ) rather than the optimal r = O(log }).°

Shaltiel [Sha25] constructed a multiplicative PRG that has similar parameters to our Theorem 1.7, with
the difference that the output length m is much smaller. More specifically, there exists a constant o > 0, such

*We remark that [AIKS16] use a different relation, more specifically the “double sided” relation:

md m m
D1~ (e,5) P2 = P1 ~(e,5) P2 and P2 ~(c 5) P1-

However, as we will see, in applications we typically only need the one sided version of 2(6,5).

It is easy to see that an (e, §)-multiplicative PRG for a class C that is closed under complement, is also an O(e + §)-PRG for
C. The class of nondeterministic circuits of size s is not known (and not expected) to be closed under complement. Therefore, the
aforementioned implication does not apply. Nevertheless our PRG has the property that for every relevant § in Theorem 1.7, the
multiplicative PRG that we construct is a %—PRG for nondeterministic circuits. Note that by Theorem 1.5 this is the best we can hope
for.

®The PRG of [AIKS16] is only stated for § = 2’59(1) , however, it seems to us that it can be extended to any 2% <H< %



that the output length is m = (1 + «) - r. Note that this means that this PRG has small stretch (it cannot
even double its seed length) whereas the PRG of Theorem 1.7 achieves the optimal output length m = s
(and a circuit of size s cannot receive more than s bits as input). In particular, the PRG of Theorem 1.7
achieves superlinear stretch for § = 27°(), polynomial stretch if § < 2-5"% and almost exponential stretch
. —1 O(1)
ifg=27"%""9

The proof of Theorem 1.7 builds on ideas from the two previous constructions [AIKS16, Sha25] (as well
as other ideas) as we explain in detail in Section 2.

Black-box impossibility for a version of Theorem 1.7 for deterministic circuits. Given the similarity
between Theorem 1.3 and Theorem 1.4 (which are identical except for replacing “deterministic circuits” with
“nondeterministic circuits”) it is natural to ask whether we can prove a version of Theorem 1.7 in which
nondeterministic circuits are replaced by deterministic circuits. The next theorem shows that (in a similar
sense to Theorem 1.5) “black-box techniques” cannot prove such a result.

Informal Theorem 1.8 (Black-box impossibility for a deterministic version of Theorem 1.7). “Black box
techniques” cannot give a version of Theorem 1.7 in which ¢ = 1, 6 = s_w(l), and all occurrences of
“nondeterministic circuits” are replaced by “deterministic circuits”. Furthermore, this holds even if the seed
length r is increased to r = €)(s).

This shows that if one wants a multiplicative PRG for deterministic circuits of size s, with § = s~<(1),
at the moment, we only know how to give such a result as a consequence of Theorem 1.7, and require the
assumption that E is hard for exponential size nondeterministic circuits.

The proof of Theorem 1.8 follows by carefully adapting the black-box impossibility result of Grinberg,
Shaltiel and Viola [GSV 18], and is deferred to the full version.

1.5 Randomness Reduction in Explicit Constructions for coNP /poly Properties

Explicit construction problems have the following form: We are given a property (namely a language P €
{0,1}*) and a number m, and want to efficiently produce a string z € P of length m. For many famous
properties P it is known that Pr[U,,, € P] > 1 — u(m), for an exponentially small y(m). In many cases (like
producing a rigid matrix, or a generator matrix for a linear code that meets the Gilbert-Varshamov bound) it
is also known that P € coNP.

This holds whenever the probabilistic argument showing that Pr[U,,, € P] > 1 — u(m) works as follows:
It uses a union bound over exponentially many “bad events” B;, where for each individual “bad event” B;,
there is a deterministic (or even nondeterministic) circuit C;(z) of size s = poly(m), that checks whether
z is in the “bad event” B;. Note that in this case, the union of bad events is in NP, as checking whether a
given z is in the union of “bad events”, amounts to checking whether there exists an 7 such that C;(z) accepts.
Consequently, P (which is the complement of the union of bad events) is in coNP.”

We are interested in designing a randomized polynomial time algorithm Construct that on input 1", pro-
duces a string of length m that has the required property w.h.p. Our focus is the tradeoff between randomness
complexity (the number of random bits used) and the error (the probability that the obtained string is not in
P). Multiplicative PRGs G : {0,1}" — {0, 1}™ for nondeterministic circuits of size poly(m) immediately
apply for this problem. More specifically, by defining Construct(1”) = G(U,) and using Theorem 1.7 we
obtain the following result.

Theorem 1.9 (Randomized explicit construction with error d, using r = O(log %) random bits). Let P be a
language in coNP /poly such that for every sufficiently large m,

Pr[U,, € P] > 1—6(m),

"To demonstrate this point, consider the problem of explicitly producing an m bit string z that encodes a generator matrix A, for
a binary code that meets the Gilbert-Varshamov bound. Here, for every “message” ¢, the “bad event” B, checks whether the string
A - i has low Hamming weight.



for0 < é(m) < % If E is hard for exponential size nondeterministic circuits, then there exists a randomized
polynomial time algorithm Construct such that for every sufficiently large m, Construct(1™) produces a
string of length m, using r = O(log ﬁ) random bits, and we have that:

Pr[Construct(1™) € P] > 1 —3-4d(m).

Theorem 1.9 gives the “correct” tradeoff between the amount of random bits r, and the error . This

improves upon the previous work of Artemenko et al. [AIKS16] (that relied on the multiplicative PRG of
that paper) and used a stronger hardness assumption (against X4-circuits) and larger randomness of r =
O(log ﬁ)z rather than r = O(log Tin))
Reducing communication when agreeing on a string with a certain coNP/poly property. Let P be a
language as in Theorem 1.9. Imagine a “cryptographic scenario” where two parties Alice and Bob want to
agree on some string z € P of a specified length m (for some later use). The obvious approach is for Alice to
choose a random z <— U, and send it to Bob. In this approach, the communication used is m.

Assuming the hardness assumption, and using Theorem 1.9, Alice can choose a random x € U, for
r = O(log %), send it to Bob, and both players can apply Construct on their own. This reduces the
communication from m to r. Typically in cryptographic scenarios one expects error that is negligible in
m, and we can take any function 6 = m~“() and reduce the communication complexity from m to say
r= log(wln)) which is only slightly larger than log m. Furthermore, note that § = m~“(!) is precisely where

standard PRGs are inapplicable, whereas multiplicative PRGs obtain the “correct” tradeoff.?

1.6 Multiplicative PRGs For Nonboolean Circuits

Dubrov and Ishai [DI06] suggested a natural generalization of PRGs, which extends the standard definition
(in which the circuit C outputs one bit) to a setting where C' outputs £ bits. Thinking ahead, in the definition

below, we consider PRGs w.r.t. a relation, and the notion of [DI06] is obtained for the relation %le.

Definition 1.10 (nb-PRGs w.r.t. a relation). A function G : {0,1}" — {0,1}"™ is a {-nb-PRG for a class
C w.rt. a relation ~ on [0, 1], if for every function C : {0,1}™ — {0,1}¢ in the class C, and for every
(arbitrary) function D : {0,1}* — {0, 1},

Pr[D(C(Un)) = 1] ~ Pr[D(C(G(T,))) = 1].

Motivation for nb-PRGs. It is easy to see that for the relation %ie and ¢ = 1, this definition coincides with
the standard definition. For sufficiently large ¢, and m > ¢ (a good choice to keep in mind is m = (1)) we
may view a function C': {0,1}™ — {0, 1}* as a “sampling procedure” which uses m random bits to produce
a sample from the distribution P = C(U,,). It is natural to ask whether it is possible to produce a sample
from a distribution P’ that is e-close to P in statistical distance, using fewer random bits.’

nb-PRGs (w.r.t. %16) were introduced by Dubrov and Ishai [DI0O6] specifically for this application. More
specifically, the distribution P* = G(U,) is generated using only r random bits, and Definition 1.10 imme-
diately implies that P and P’ are e-close in statistical distance. Consequently, an /-nb-PRG G : {0,1}" —
{0, 1}* for (deterministic circuits) of size s (w.r.t %lg) can be used to reduce the randomness complexity of
every sampling procedure C' that runs in time s, and produces a distribution P = C(Us) on ¢-bit strings.

8We remark that recent work of [CLO™ 23] gives a pseudo-deterministic randomized algorithm for constructing strings with
properties P € P, and this allows two parties to agree on such a string (w.h.p) with no communication.

“Note that here, we want P and P’ to be statistically indistinguishable and not just computationally indistinguishable. The latter
goal is easier to obtain, but in some settings it is crucial for the two distributions to be statistically indistinguishable, so that even
computationally unbounded adversaries D cannot distinguish between them.



More specifically, the randomness complexity is reduced from s to 7, while producing a distribution P’ that
is e-close to P in statistical distance.

Note that we cannot hope for < ¢, because a possible procedure C(z) is one that outputs the first ¢
bits of z, and samples the distribution P = U,. It is impossible to sample a distribution P’ that is close in
statistical distance to Uy using fewer than £ random bits.

Constructions of nb-PRGs for polynomial size circuits. Applebaum et al. [AASY15] (improving upon
[DIO6, AS14]) showed that for every sufficiently large s, and every £ > log s there is an ¢-nb-PRG G :
{0,1}7=9@ — {0, 1}* for circuits of size s (W.r.L. %, ). This was obtained assuming E is hard for exponential
size nondeterministic circuits. It is not known whether this hardness assumption is necessary, and as far as we
know it may be possible to replace “nondeterministic circuits” with “deterministic circuits” in the hardness
assumption. This result does achieve optimal seed length of r = O(¥¢), and error € = %, which is best possible
in light of Theorem 1.5, using the observation that every /-nb-PRG is also a 1-nb-PRG which is a PRG.

Multiplicative nb-PRGs for polynomial size circuits. In some cryptographic applications of nb-PRGs
presented in [DIO6, AIKS16] (that we survey in Section 6.2) the desired statistical distance e should be “neg-
ligible”. Motivated by these applications Artemenko et al. [AIKS16] observed that these applications only
require “preserving small probabilities”, and it is sufficient to use “multiplicative nb-PRGs” (that is nb-PRGs
w.r.t 2(1,6) for § = s~«() for these applications. We will refer to such £-nb-PRGs as “(¢, €, 6)-multiplicative
nb-PRGs”, and define these explicitly below.

Definition 1.11 (Multiplicative nb-PRGs). A function G : {0,1}" — {0,1}" is an (¢, €, d)-multiplicative
nb-PRG for a class C, if for every function C : {0,1}™ — {0,1}* in the class C, and for every (arbitrary)
function D : {0,1}* — {0,1},

Pr[D(C(G(U,))) = 1] < e - Pr[D(C(Up,)) = 1] + 6.
In this paper we give an improved construction of multiplicative nb-PRGs.

Theorem 1.12 (Improved multiplicative nb-PRGs). If E is hard for exponential size nondeterministic circuits,
then for every sufficiently large s, every £ > log s, and every 2% <6< % there is an (£, %, 0)-multiplicative
nb-PRG,

G : {0, 1}T:O(€+log%) N {0, 1}5

for size s deterministic circuits. Furthermore, G is computable in time poly(s).

We remark that Theorem 1.12 also holds if one replaces “deterministic circuits” by “single valued nonde-
terministic circuits”. See Remark 6.2.

Theorem 1.12 achieves the optimal seed length of r = O(¢+log %) and in particular, the right dependence
on both ¢ and § (up to constants). The previous construction of Artemenko et al. [AIKS16] achieved seed
length r = ¢ + O(log(1/8))? which has incorrect dependence on 4.

While we do not know whether the hardness assumption in Theorem 1.12 is necessary, the hardness
assumption used is the same hardness assumption that is used for (standard) nb-PRGs. In contrast, the pre-
vious construction of Artemenko et al. [AIKS16] assumes the much stronger assumption that E is hard for
exponential size Y.g-circuits.

The proof of Theorem 1.12 appears in Section 6 and shows that a multiplicative PRG with correct depen-
dence on ¢ (as we obtain in Theorem 1.7) immediately implies a multiplicative nb-PRG.



2 Technique

In this section, we give a detailed informal overview of the main ideas that we use. This informal overview is
intended to help the reader to understand the later technical sections (which contain full definitions, statements
and proofs and do not build on the informal explanation of this section).

The readers can skip to the technical section if they wish.

2.1 An Overview of the Structure of (Standard) PRG Constructions

Let us start by revisiting the high level structure of (standard) PRGs for deterministic circuits, and specifically,
the one by [IW97, STVO0I1] that give the PRG that is stated in Theorem 1.3. In this setting, we are given a
parameter s, and aim to construct a 6-PRG G : {0,1}°0°85) _ {0 1} for (deterministic) circuits of size s,

W.I.L. %5, for 6 = % under a hardness assumption. Thinking ahead, we think of § as a parameter, and will
later consider the case where § = s~<(1).
Low degree extension. When we aim to construct a §-PRG for size s circuits and § = % we first choose
a large constant ¢y and set d = %0 where (3 is the constant from the harnmess assumption. We choose the
input length ¢ for the hardness assumption to be £ = dlog s = O(log s). Invoking the hardness assumption,
we obtain a function f : {0,1}* — {0, 1} that cannot be computed by circuits of size 2° = 5%, but can
be computed in time 20(0) — poly(s°). We then “extend” the function f into its “low degree extension” f .
This is a degree poly(s) multivariate polynomial f : Iﬁ‘g — g, where ¢ = poly(3), and is an extension of f,
in the following sense: For some fixed (and pre-determined) subset H C F, of size s, there is an efficiently
computable bijective map ¢ : {0,1}¢ — H? such that for every = € {0,1}¢, we have that f(¢(z)) = f(z).
In the terminology of error-correcting codes, this amounts to encoding (the truth table of) f using the Reed-
Muller code to obtain the codeword that is (the truth table of) f .

This step can be viewed as (nonboolean) hardness amplification: More specifically, Sudan, Trevisan
and Vadhan [STVO01] gave a local list-decoding algorithm showing that a circuit C of size s such that
Prj [C(2) = f(&)] > 4, can be used to obtain a circuit B of size poly(s, ¢) that computes f correctly.

For 6 = % (which is the setting in Theorem 1.3) we have that ¢ = poly(s) and can choose ¢y to be sufficiently
large so that poly(s, ¢) < s, contradicting the hardness of f. Consequently, we can conclude that for every
circuit C of size s, Pr[C(X) = f(X)] < 4. This argument fails if § = s~“(), as then ¢ = s*() and the size
of the obtained circuit B is poly(s, q) = s*(1) and does not contradict the hardness assumption. '©

Concaten?ting with a boolean code (or Goldreich-Levin). The next step is to transform the nonboolean
function f : IFg — IFy to a boolean function g : Fg x F; — {0,1}. For this purpose it is helpful to assume
w.l.o.g. that ¢ is a power of 2 (so that v € I, can be thought of as a log ¢ bits string). One then defines:

g(w,v) = (f(w),v),
where the inner product is taken over Fy. In coding theoretic terms, this can be viewed as code-concatenation,
namely, encoding each symbol of the “codeword” f by the Hadamard code, so that (the truth table of) g is the
encoding of f by the code which is the concatenation of Reed-Muller and Hadamard.
The overall process of obtaining g from f is often referred to as “boolean hardness amplification” as one
can show that the function g has the property that for 6 = %, it follows that every circuit P of size s,
Pr  [P(w,v) = g(w,v)] <4,

d
wIFg,vTFqy

%We remark that Trevisan and Vadhan [TV00] showed how to “speed up the local decoding using nondeterminism” and obtain
a nondeterministic C' of size poly(s,log q). This allows taking § = s~ (in fact even exponentially small in s) and still obtain
nonboolean hardness amplification, under a hardness assumption against nondeterministic circuits. While this result will not be useful
for us directly as stated, we will later use a similar approach to “speed up” a size poly(s, ¢) deterministic circuit, and replace it by a
size poly(s, log ¢) nondeterministic circuit.



by showing that otherwise, there exists a small circuit C which breaks the (nonboolean hardness) of f .

We stress that unlike the case of nonboolean hardness amplification, there are black-box limitations by
Applebaum et al. [AASY15] showing that assuming hardness against nondeterministic circuit (or even ;-
circuits for large i) does not help to obtain boolean hardness amplification for § = s~(1). This is closely
related to the limitations mentioned in Theorem 1.5, and is the essence of why we cannot expect (standard)
PRGs with error § = s~«(1),

PRGs with one bit-stretch. At this point (at least for § = %) one can construct a (standard) PRG with one
bit stretch by:
G(z) = z,9(x)

Note that the seed length of G is the input length of g whichisn = (d 4+ 1) - log g = O(logq) = O(log s +
log $), which is indeed O(log s) for § = L. The correctness of this PRG G follows by first showing that

for a uniform x <« U, if a circuit D of size s distinguishes (z, g(x)) from (z,U;) (W.r.t. %5) then by
a “distinguisher to predictor” argument, there exists a circuit P of roughly the same size of D, such that
Pr[P(z) = g(x)] > % + 6, which is a contradiction to the boolean hardness amplification.

PRGs with large stretch. At this point, the original proof of Theorem 1.3 uses the Nisan-Wigderson gen-

erator [NW94] and “combinatorial designs” to take a seed z of length r = O(k’fgs) and stretch it to s strings

z1,...,xs € {0,1}" such that the construction G(z) = g(z1),...,g(zs) is a PRG. Note that for § = 1 this
PRG indeed has seed length » = O(log s)

2.2 Multiplicative PRG: The Construction

We now aim to prove Theorem 1.7 and construct a (1, §)-multiplicative PRG G : {0, 1}00og ) o {0,1}*
for size s nondeterministic circuits, under the assumption that E is hard for exponential size nondeterministic
circuits. The main thing to remember is that now ¢ can be much smaller than %, and a good choice to keep in
mind is § = 27 V5. Our plan is to follow the steps in Section 2.1. More specifically, given s and 2% <6< %,
we set ¢ = poly(s/d) = poly(1/9), exactly as done earlier. However, in contrast to the standard setting in
which § = % and ¢ = poly(s), we will be dealing with ¢ = s*(1) which may be exponential in s.

We proceed with the first two steps described in the previous section (low-degree extension and Goldreich-
Levin) for this modified choice of 4 and ¢ and obtain the function g : IFZ x F, — {0,1}, defined by g(w,v) =

(f(w),v) over Fy. Recall that the input length of g (in bits) is n = O(log s + log 3) = O(log }).

“Standard approach” fails even for one bit stretch. Note that unlike the previous section, we do not
expect to show that G(z) = (x, g(z)) is a PRG w.r.t. ~4, as by Theorem 1.5, black-box techniques (like we
use here) cannot give such a result. Nevertheless, it was recently shown by Shaltiel [Sha25] that G is a PRG
W.It. ~ (1.5)" Our goal is to construct a multiplicative PRG with much larger stretch, that outputs s bits.

Using the Shaltiel-Umans PRG construction. Extending the number of random bits using the Nisan-
Wigderson generator [NW94] (as done in the previous section) gives a seed length that does not have the
correct dependence on . This is because, as explained in the previous section, using the Nisan-Wigderson

generator (and combinatorial designs) one can at best get a seed length of r = O(lggs) = O(;OO%:S%F R
(log %)2, for 4 that is exponentially small in s. This limitation in the seed length of the Nisan-Wigderson
generator is a focus of some earlier work (see [ISW06, SUO5] for a discussion) and Shaltiel and Umans
[SUO5] gave a different PRG construction (in the standard setting) that avoids this type of loss.

Our plan is to use the approach of [SUO5] and adjust it to the multiplicative setting. The Shaltiel-Umans

PRG [SUO5] relies on a d x d matrix A over I, with some specific properties that we will soon explain. For




every 0 < j < d — 1, they define G : Fg x Fy — {0,1}* as follows:

G(w,v) = g <<A3j)0 - w,v> g ((A5j>31 .w,v> .

Note that the seed length of each G is (d + 1) logg = O(log 1). The final PRG G : ({0, 1}(d+Doe q)d —
{0,1}* is given by:

G(ﬂ?o,...,l‘d_l) = Gj(l‘j)

s9
—
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and note that its seed length is O(d - log 1) = O(log ) as required.

Adjusting for an exponentially large field size. We will use this construction. A difficulty is that the
construction and analysis of [SU05] are tailored to a parameter regime in which ¢ = poly(s). This is because
several components in the construction and analysis run in time poly(q). While, this is acceptable in the
original construction where g = poly(s), it is a deal breaker in our case in which ¢ may be exponential in s.

Jumping ahead, we mention that a lot of the modifications that we make in the construction and analysis
of [SUO5] are required to reduce the running time of certain procedures from poly(q) to poly(s). The first
such example is in the choice of the matrix A.

A modified property for the matrix A. As the matrix A is used by the PRG construction, that is required
to run in time poly(s), we need to use a matrix A that can be found in time poly(s). The PRG construction of
[SUO5] relies on a matrix that we only know to find in time poly(q). As we cannot afford this, we will use a
matrix A with a modified property, that can be found in time poly(s). We now elaborate on this issue.

The property of the d x d matrix A over I, that is used in the analysis of [SUO5] is that it is regular, and
for every w € IE‘fZl such that w # 0,

{Ai-w;lgiqu—1}:m’g\{o}.

In addition, the PRG construction of [SUOS5] also relies on the fact that (by appropriately choosing the re-
q%-1

lationship between s and ¢) the matrix B = As7-1 satisfies that for every w € H¢ such that w # 0,
{B'w:1<i< st — 1} =H 4\ {0}. We will refer to this property as the “additional property”.

In [SUO5] it was shown that a matrix A with the original property can be found in time poly(¢?) = poly(q),
but we do not know how to find it in time poly(s). Because of this reason (as well as additional reasons that
we will explain later on) we will use a matrix A that only has the “additional property”. Namely, in our
construction we will use a matrix A that satisfies that A is regular, and for every w € H® such that w # 0,

{Ai-wzlgigsd—l}zﬂd\{O}.

Recall that H is of size s, and using similar arguments to the ones used in [SU05], it follows that a matrix
A that satisfies only the modified property can be produced in time poly(s? logq) = poly(s). The precise
statement appears in Lemma 4.1 (see also Remark 4.2). With this choice, computing G indeed takes time
poly(s) as required. Jumping ahead, we will need to modify the proof of [SU05] to work with this modified
property of A.

How to find a matrix A with the modified property in time poly(s). For completeness we briefly sur-
vey the algorithm of [SUO5] for producing a matrix A. In [SU05], the matrix A with the “original prop-
erty” is obtained by identifying the vector space Fg with the extension field Fa (in the natural way). The
multiplicative group of this field is cyclic, and a generator « for this group can be found by exhaustive



search in time poly(qd). The function r — « - x over Fg is an invertible F -linear map, and therefore,
can be represented by an invertible d x d matrix A over F,. This indeed gives that A is regular, and
{A"v:1<i<q?—1} =F2\ {0}.
d

Shaltiel and Umans [SUO5] were able to argue that B = Azdif1 satisfies the “additional property” by care-
fully selecting the parameters s and ¢, to guarantee that there is a subfield of size s¢ in [F,a that coincides with
(the set) H?. By the same argument, one can use brute force search to find a generator of the multiplicative
group of the subfield, rather than the big field. As this subfield is only of size s? (rather than ¢%), the time of
the brute force search for the generator can be reduced from poly(¢?) to poly(s?,log ¢) = poly(s).

2.3 Multiplicative PRG: The Analysis

We will now outline the proof of Theorem 1.7. We assume for the purpose of contradiction that G is not a

multiplicative PRG with the required parameters, and therefore, there exists a size s nondeterministic circuit

D : {0,1}* — {0, 1}, that “distinguishes” a pseudorandom output from a uniform output, meaning that
m

Pr[D(Us) = 1] 7(’(1,5) Pr[D<G(Ur)) = 1]'

Our goal is to contradict the hardness assumption by constructing a nondeterministic circuit B of size s
for f. On a high level, we will try to imitate the analysis of Shaltiel and Umans [SUO05] (that applies in the
standard case) by also using ideas from the approach of Shaltiel [Sha25] (that shows that G(z) = x, g(x) is a
multiplicative PRG). We will have to deal with the fact that ¢ is no longer polynomial in s, and that we use a
matrix A with the modified property.

The first step in the [SUOS] analysis is to argue that as G is the xor of d “candidates” Gy, . .., G4—1, anon-
deterministic “distinguisher” D for (7, yields d nondeterministic distinguishers Dy, ..., Dq_1 for Gg, ..., Gg_1.
This step can easily be adjusted to our multiplicative setting (see Lemma 3.5).

The second step in [SUO5] (as in many PRG constructions) is to use a hybrid argument [GM84] to argue
that for every 0 < j < d — 1, the circuit D; distinguishes between two distributions which only differ in the
last bit. This hybrid argument can be easily adapted to the multiplicative setting (see Lemma 3.4). To make
the notations simpler, we concentrate only on j = 0, and then the first s — 1 bits of Gp(w, v) are given by:

Prv(w,v) = (f(AY - w),v),..., (f(A*72 . w),v),

whereas the last output bit of Go(w, v) is Nxt(w, v) = (f(A5~1 - w),v).
For a uniformly chosen seed (w,v) for Gy, this “multiplicative hybrid argument” gives that Dy distin-
guishes (Prv(w,v), Uy) from (Prv(w, v), Nxt(w, v)) w.r.t. m(;’é). More formally, we have that:

m

Pr[Dg (Prv(w,v),Ur) = 1] 74(%75) Pr[Dg (Prv(w,v), Nxt(w, v)) = 1].!1

The multiplicative setting does not have a “distinguisher to predictor”” argument. So far, the analysis
we sketched closely follows the proof of [SUO5] by finding “multiplicative analogs” for the steps in the
original proof. Now, however, we arrive at a step for which there does not seem to be a multiplicative analog.
In the standard setting, one can use a “distinguisher to predictor” argument to transform the distinguisher Dy
into a predictor Py(Prv(w,v)) which predicts Nxt(w, v) correctly with probability roughly 3 + §.

In our setting, § = s7@(1) and such a predictor is not useful. Loosely speaking, had we been able to use
such a predictor to contradict the hardness of f, we would have broken the limitations of Theorem 1.5. Instead,
we will need to proceed without using a “distinguisher to predictor” step, and instead we will try to imitate

the next steps of the analysis of [SUO5] using a distinguisher Dy rather than a predictor. Loosely speaking,

""Here, we are slightly cheating as (just like in the case of the standard hybrid argument) there are small quantitative losses
the multiplicative hybrid argument incurs, and both % and J should be divided by s (See Lemma 3.4 for details). However, this
quantitative loss is insignificant for our purposes, and we ignore it in this high level overview.
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following [Sha25], we will try to circumvent this difficulty using nondeterminism. Before we explain how to
do this, let us briefly survey how the original proof of [SUO5] proceeds after obtaining a predictor F.

How [SU05] use the predictor. Note that for every w, ({f(w),v))ver , is the Hadamard encoding of f(w).
Loosely speaking, by using list decoding techniques, [SU05] obtain a (nonboolean) predictor Pj such that:

Py (A% ), fA2 o)) = f(A )

with probability roughly §. Loosely speaking, Shaltiel and Umans [SU05] show how to “error-correct” P} to
an errorless predictor P that succeeds with probability one. We will explain some of this argument later.

Once the nonboolean predictor is errorless, one can obtain a circuit B that computes f as follows: The
circuit B will be hardwired with some wy € F¢, and the evaluations f(A° - wy), ..., f(A*2 - wp). When
given z € {0, 1}, the circuit B will compute a number i* such that A" - wy = ¢(x) (Where ¢ is the map
¢ : {0,1} — H< of the low degree extension) and then we know that f(z) = f(¢(z)) = f(A - wp).

Note that B can use Fj to predict the “next element” f (A5~1 . wp) from “previous elements” f (AY .
wo), . .., f(A5~2 - wy), and then continue to predict f(A® - wp) from f(A! - wp), ..., f(A51 - wp) that are
now available to it. By using this process iteratively, one can reach i* and compute f(A%" - wg) = f(z).

It should be noted that as described above, this iterative process takes too much time. This is because ¢*
could be very large. Using a matrix A with the original property, it could be that i* = ¢% — 1 and this could
take ¢¢ steps. With the modified property the number of steps can be reduced to s? (assuming we can arrange
that wy € H? so that the starting point is in /%), We will later explain how to modify the approach of [SU05]
so that we can arrange that wg € H?. The reduced number of steps follows because by the modified property
of A we have that i* < s¢.

However, even with this reduction in the number of steps, this takes too much time, as s = 2¢ and it is
trivial to obtain a size 2¢ circuit B for a function f on ¢ bits. This issue is the reason that [SU05] use many
“generators” iy, ..., G4—1 in their construction. Loosely speaking, when using ¢ generators, [SU05] shows
(by a complicated argument that we will not explain in this high level overview) how to reduce the number of
steps from ¢* to (i*)l/ t. This gives that in our setup, using a matrix with modified property, so that i* < 5%,
by using ¢ = d candidates, we can reduce the number of steps from s¢ to s, and the obtained circuit B will
end up being of size s that indeed contradicts the hardness of f.

Learning the next curve. As we explained above, the proof of [SUOS5] uses error-correcting techniques to
error-correct a “noisy predictor” into an “errorless predictor”. We now give an overview of this argument
(and later explain how to imitate it using a distinguisher instead of a predictor). The main technical step in
this process considers the following probabilistic setting: Let r be a large constant, and consider a uniformly
chosen degree r polynomial C' : F, — F g (which we will refer to as a curve). Loosely speaking, the approach
of [SUO5] is to design an errorless predictor P which predicts all the evaluations of the “next curve”

(Fat-cmy)

teF,

from evaluations on previous curves, namely from:

(fa-c)..... fa?- o)

teF,

Note that the evaluations on the next curve, are evaluations of the univariate polynomial

() = f(A°71- O(1)).

This polynomial is a nonzero polynomial with low degree (as f , C are low degree, and A is a regular matrix).
For every t € F,, one can use the “noisy predictor” P} for w = C(t), using the previous evaluations, and
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obtain a prediction for p(t). For every t € F,, C(t) is uniform over Fg, and this means that we expect a
d-fraction of the ¢ predictions to be correct. At this point, [SUO5] use Sudan’s list-decoding algorithm for
the Reed-Solomon code [Sud97] to obtain a list of L = poly(1/§) polynomials such that one of them is the
correct polynomial p. For the sake of explaining the argument, let us cheat and assume that L = 1, and one
can “uniquely decode” to the correct polynomial.'?

Arranging that a random curve intersects H% Recall that earlier, we promised to show that “errorless
prediction” can start from a point wyq that is in H? rather than Fg. This does not follow from the argument of
[SUO5]. Loosely speaking, this is because the random curve C'is unlikely to intersect the set H¢, and so it
may be the case that no “starting point” is in H.

One of the modifications that we introduce in this paper (which already applies in the original setting of
[SUO05]) is a modified probability space for the analysis of [SUOS5]. In this modified probability space (referred
to as the “basic probability space” in Section 4.2) we insist that the random curve C' intersects the set H¢.
More specifically, rather than choosing the curve C' uniformly at random, we choose it conditioned on the
event that {C(0) = wp} for some wy € H?. Fortunately, it is possible to carry out the analysis of [SU05]
with this modification. Loosely speaking, this is because even in the modified probability space, the random
variables (C'(t));r,\ (o} are distributed like ¢ — 1 elements that are (r — 1)-wise independent.

Using a distinguisher instead of a predictor. We now return to the multiplicative case. Recall that we
stopped after obtaining a distinguisher Dy such that

Pr[Dy (Prv(w,v),U;y) = 1] z(iﬁ) Pr[Dg (Prv(w, v), Nxt(w,v)) = 1].

As we explained earlier, in our setting when § is very small, and we cannot use a “distinguisher to predictor”
argument. Instead, we will have to imitate the proof of [SUO5] using the distinguisher Dy.

A key idea is that while we don’t have a predictor, we are in a setting where we are allowed to use
nondeterminism. Inspired by [BGDM23, Sha25], our high level idea is to “learn the next curve” in two steps:
We first use nondeterminism to guess the coefficients of the “correct polynomial” p(t) = f(A5~! . C(t)).
We then design an efficient test such that the correct polynomial p passes the test, but no other low-degree
polynomial does. This means that using nondeterminism, we can reduce the task of “learning the next curve”
to the task of “testing the next curve”.

Note that in the framework, the verification step of “testing the next curve” can itself be nondeterministic,
as even then, the entire “guess and test” computation can be implemented by a small nondeterministic circuit.
This additional freedom of using nondeterminism twice will be crucial in the argument.

More specifically, we will be able to show that there exists a number v > 0 (which can be exponentially
small in s) such that for a random ¢, v < [F, the correct polynomial p satisfies:

Pr[Do(Prv(C(t),v), (p(),v)) = 1] = 7.

On the other hand, for every low degree polynomial p # p,

1

Pr[Do(Prv(C(t),v), (p(t),v)) =1] < e™s - 7.

Loosely speaking, this “multiplicative distance” between -y and e s - ~ is inherited from the fact that the
distinguisher Dy distinguishes w.r.t. a multiplicative relation. We will not go into precise details of this proof
that builds on ideas from [BGDM?23, Sha25] that are adapted to the setting considered in [SUOS5]. In fact, in

"2Shaltiel and Umans are able to achieve L = 1, by considering a significantly more complicated random experiment in which
two curves C' and C? are chosen at random, so that each one is uniform, but the two curves are “interleaved” (meaning that they are
correlated in a specially designed way that allows list-decoding to imply unique decoding). We will not explain this argument in this
high level overview. Our full proof repeats this argument (see Section 4.2 for details) with some changes that we explain below.
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the actual proof, we can only show that the second inequality holds for p which agrees with p on r choices of
t € F,. In this high level overview, we will cheat and ignore this technicality (which introduces significant
complications).

In order to test whether a given low degree polynomial p is the correct polynomial p, we will prepare the
size poly(s) nondeterministic circuit:

B(t,v) = Do(Pr(C(8), v), (p(t), v)).

All that is left is to design a test that given a size poly(s) circuit B, distinguishes the case that B accepts at
least a y-fraction of its inputs, from the case that B accepts at most e~ s - y-fraction of its inputs.

Using the Goldwasser-Sipser “set lower bound” protocol. We now explain how to distinguish the two
cases. To gain some intuition, note that we do not have time to go over all inputs to B as their number is
larger than ¢, and is not polynomial in s. It is also not feasible to distinguish the two cases by taking a sample
of poly(s) random inputs to B, because the “additive distance” v — e s - ~ may be exponentially small in s,
and a poly(s) size sample cannot be used to distinguish.

Fortunately, distinguishing between these two cases is precisely what nondeterministic circuits are good
at. Following [Sha25], we use the “set lower bound” of Goldwasser and Sipser [GS86] for this purpose.
The Goldwasser-Sipser “set lower bound” is typically stated as an AM protocol, where the input is a size s
deterministic circuit B, and Merlin claims that B accepts a y-fraction of the inputs (for some given v > 0).
We can adapt this protocol to our setting by observing that:

* The Goldwasser-Sipser AM protocol works not just for deterministic circuits, but also for nondeter-
ministic circuits. (This essentially follows because AM with a constant number of messages can be
collapsed to two messages).

* AM C NP/poly, and so, the Goldwasser-Sipser AM protocol can be implemented by a nondeterministic
circuit of size poly(s).

* The error of the Goldwasser-Sipser protocol is multiplicative. More specifically, even when -y is expo-
nentially small, when given a size poly(s) circuit B, the Goldwasser-Sipser protocol can distinguish the

. . _1
case that B accepts at least a y-fraction of the inputs, from the case that B accepts at mosta e™ s - -
fraction of its inputs.'3

Note that in the argument above we use nondeterminism three times: We use nondeterminism as Dy is a
nondeterministic circuit. Nevertheless, even if we were constructing a multiplicative PRG for deterministic
circuits and Dy is deterministic, we need nondeterminism to guess the correct polynomial p, and then we need
additional nondeterminism to run the Goldwasser-Sipser protocol.

Organization of this paper

In Section 3 we give some preliminaries. In Section 4 we present our main construction and prove Theorem
1.7. In Section 5 we prove Theorem 1.9. In Section 6 we present our results on nonboolean PRGs, and their
applications. Finally in Section 7 we conclude and present some open problems.

BLoosely speaking, it is this property of nondeterministic circuits that avoids black-box limitations and enables us to obtain
multiplicative PRGs with § = s~%® under a hardness assumption against nondeterministic circuits. Loosely speaking, the black-
box impossibility results of [AASY15] follow by showing that size poly(s) nondeterministic circuits (or even X;-circuits for any

large ©) cannot distinguish the case where a circuit B of size s accepts % + 57 of it inputs from the case that it accepts % of its

2
inputs. This is essentially why we are not able to use predictors in our proof. However, we can use “multiplicative” distinguishers,

as this leads to the need to distinguish between a circuit that accepts at least y-fraction of inputs, from a circuit that accepts at most
1 . . o L .
e” s - fraction of inputs, and we’ve just seen that nondeterministic circuits can perform this task.
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3 Preliminaries

3.1 Probabilistic notation

For a distribution D, we use the notation X < D to denote the experiment in which X is chosen according
to D. For a set A, we use X < A to denote the experiment in which X is chosen uniformly from the set A.

The notation X1, ..., X; < A denotes the experiment in which ¢ variables are chosen from A indepen-
dently and with replacement. The notation X1, ..., X; < A denotes the experiment in which ¢ variables are
chosen from A independently and with replacement.

We use the notation X1, ..., X; d_% A to denote the experiment in which ¢ distinct elements are chosen
1stinct

from A independently, but without replacement.

We often also identify a distribution X, with the random variable X chosen from this distributions. For
a random variable X and an event A we use (X|A) to denote the distribution which chooses an element
according to X, conditioned on A. We use U, to be the uniform distribution on 7 bit strings.

3.2 Definition of Circuits of Various Types

We formally define the circuit types that will be used in this paper.

Definition 3.1 (randomized circuits, nondeterministic circuits, oracle circuits and X;-circuits). A randomized
circuit C has additional wires that are instantiated with uniform and independent bits.

A nondeterministic circuit C has additional “nondeterministic input wires”. We say that the circuit C
evaluates to 1 on x iff there exists an assignment to the nondeterministic input wires that makes C' output 1
on x.

An oracle circuit C) is a circuit which in addition to the standard gates uses an additional gate (which
may have large fan in). When instantiated with a specific boolean function A, C* is the circuit in which the
additional gate is A. Given a boolean function A(x), an A-circuit is a circuit that is allowed to use A gates
(in addition to the standard gates). An A-circuit is a circuit that makes nonadaptive queries 1o its oracle A.
(Namely, on every path from input to output, there is at most a single A gate).

An NP-circuit is a SAT-circuit (where SAT is the satisfiability function) a ¥;-circuit is an A-circuit where
A is the canonical Ef -complete language. The size of all circuits is the total number of wires and gates."*

3.3 Hardness Assumptions

We will rely on assumptions of the following form, introduced by Impagliazzo and Wigderson [[W97]

Definition 3.2 (E is hard for exponential size circuits). We say that “E is hard for exponential size circuits
of type X” if there exist constants 0 < 3 < B, and a language L in E = DTIME(25™), such that for every
sufficiently large n, the characteristic function of L on inputs of length n is hard for circuits of size 2°™ of

type X.

3.4 Properties of Pseudorandomness w.r.t. Multiplicative Relations

Recall that in Section 1 we defined pseudorandomness w.r.t. an arbitrary relation, as well as several specific
relations. For completeness, we repeat the definition of the various relations defined in the Section 1. In the
relations below “a” stands for additive, “m” stands for multiplicative, and “d” stands for double-sided.

14 An alternative approach to define these circuit classes is using the Karp-Lipton notation for Turing machines with advice. For

s > n, asize s°(Y) deterministic circuit is equivalent to DTIM E(s®M)/ s a size s°1) nondeterministic circuit is equivalent to

NTIME(s®™®)/s®M) a size s®1) NP-circuit is equivalent to DTIMEN (s°1)) /52 and a size sV %;-circuit is equivalent to
=P/ o)y ,.0(1)
DTIME*: (s°'V)/s®'M.

14



Definition 3.3 (Definitions of relations from Section 1). Given numbers p1,p2,€,6 € [0, 1], we define the
following relations:

ad
p1~ep2 = [pp—pi|Ze
PL~eps &= pa<pite
D1 m(eﬁ) p2 == p2<e -p+0.
md m m
P1 ~(es) P2 == D1 ~(e,6) P2 and p2 ~(cs) P1-

Note that while some of these relations (e.g. ’@(675)) are interesting for e > 1, in this paper we will always
havethat ) < e < lsothatl +e<ef<1+3c,andl —e<e ¢<1-— § We will use these inequalities
throughout this paper.

Below, we list several properties of pseudorandomness w.r.t. 2(675) that can be viewed as generalizations

. a
of analogous properties for “standard pseudorandomness” w.r.t. ~..

3.4.1 A Multiplicative Hybrid Argument

A useful property of standard pseudorandomness is that it allows using the “hybrid argument” of Goldwasser
and Micali [GM84]. Below, we state and prove a generalized version for multiplicative pseudorandomness.

Lemma 3.4 (Multiplicative hybrid argument). Let € < i. Let Z = (Z1,...,Zy) be some distribution over
({0,1}5)", and let R = (Ry, ..., R,) be the uniform distribution over ({0, 1}*)". If Z is not pseudorandom
for D : ({0,1}%)" — {0, 1}, with respect to z(675), then there exists i € [n] such that
m
PI‘[D(Zl, ey Zi—l) Ri, Ri+la ce ,Rn) = 1] 7é(e’,6’) PI‘[D(Zl, ey Zi—l, Zi, Ri—{—la ey Rn) = 1],

/ __ € r_ 6
where ¢ = nand5 = 3.

Proof. For every 0 < 7 < n we consider the hybrid distribution
Hi = (Z17 ey Zi—la ZZ’, Ri+17 . ,Rn),

m
and define p; = Pr[D(H;) = 1]. We have that py (. 5y Pn, Which says that p, > e pg + J. We will show

that there exists i € [n] such that p; > e - p;_; + ' If there does not exist such an i, then for every i € [n],
P < e - pi—1 + &', which gives that:

Po<e poatd el (e puat )+ < <e p e Y

0<j<n—1
By the formula for geometric sums
. / 6//]"[/ _— . / . —_—
Z le:e, 1§1+3 6/77, 1:3n
0<j<n—1 e —1 I+e—1
Overall, we get that
Pn <€ po+3-0n=e"po+9,

which is a contradiction. O
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3.4.2 A Multiplicative XOR-Generator Lemma

A property of standard pseudorandomness that was used in [SU05] is that a distinguisher for the xor of several
candidate generators, yields distinguishers of similar complexity for every one of the candidate generators.
Below, we state a generalization of this observation for the case of multiplicative pseudorandomness.

Lemma 3.5. Let Gy, ..., Gy_1 be functions from { bits to n bits, and let G : {0,1}% — {0,1}" be defined
by G(xo,...,x4-1) = Go(z0) ® ... D Gg—1(xq—1). If G is not a PRG for nondeterministic circuits of size s
with respect to "73(676), then there exist nondeterministic circuits Dy, . .., Dg_1 of size s' = s+ n such that for
every 0 < i <d—1, G; is not a PRG for D; with respect to 72(675).

Proof. By assumption, there exists a nondeterministic circuit D of size s, such that for py = Pr[D(U,,) = 1],

m
and po = Pr[D(G(Ug)) = 1], we have that p; 7% (e,5) P2, meaning that p2 > e“py + 6. By definition:

P2 = Pr [D(GO(XO) D...D Gd—l(Xd—l)) = 1]
Xo+{0,1}¢,...,.Xq_1+{0,1}¢

Fix some 0 < i < d— 1. By an averaging argument, there exist values o, . .., Z;_1, Tiq1,. .., Tq—1 € {0,1}¢
such that
P2 = X I?(CJ 1}Z[D(Go(330) ©...Gi1(i-1) © Gi(Xy) © Gip1(wig1) © ... © Ga1(wq-1)) = 1].
i$U,
Let z = Go(l‘o) D .. .Gifl(l‘i,l) D Gi+1(xi+1) ©...P Gd_l(xd_l), and define Dl(l‘) = D(SE D Z).

Note that D is a nondeterministic circuit of size s + n. We have that Pr[D;(G;(Uy)) = 1] > pe and
Pr[D;(U,) = 1] = Pr[D(U,,) = 1] = p1, and therefore G; is not a PRG for D; with respect to 7~n(6,5). O

3.4.3 Averaging Arguments for the Multiplicative Relation

In the standard setup of pseudorandomness (that is w.r.t. ~.) we have that if a randomized circuit D distin-
guishes a distribution W for W, in the sense that Pr[D(W;) = 1] %, Pr[D(W3) = 1], then there exists a
fixing to the random coins of D, such that the non-randomized circuit obtained by employing this fixing also
distinguishes the two distributions.

The next simple lemma from [Sha25] states that this property also holds for pseudorandomness w.r.t.

~(e0)

Lemma 3.6 ([Sha25]). Let Wy, W be two distributions. Let D be a randomized nondeterministic circuit. If

Pr[D(W1) = 1] (e 5) Pr[D(W2) = 1],

then there exists a fixing to the random coins of D such that the obtained (non-randomized) nondeterministic
circuit D' satisfies

Pr[D'(Wy) = 1] % 5) Pr[D'(W2) = 1].
3.5 Seeded Extractors and the Leftover Hash Lemma

We use the following standard definition of seeded extractors.

Definition 3.7 (Seeded extractors). A function SExt : {0,1}"x{0,1}¢ — {0,1}™ is a (k, €)-seeded extractor
if for every distribution X over {0,1}", with Hoo (X)) > k, SExt(X, Uy) is e-close to U,,.

SExt is a strong (k, €)-seeded extractor if the function SExt’ : {0,1}" x {0,1}? — {0, 1}4+™ defined by
SExt'(x,y) = (y,SExt(z,y)) is a (k, €)-seeded extractor.

We use the following result known as the “leftover hash lemma” by Impagliazzo, Levin and Luby [ILL89]
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Theorem 3.8 (Leftover hash lemma [ILL89]). For every integers m < n, and ¢ > 0, there is a (m +
2log(1/€), €)-strong extractor SExt : {0,1}" x {0,1}" — {0,1}"™. Furthermore, SExt can be computed in
time poly(n).

We remark that in some sources this lemma is stated with d = 2n rather than d = n, but the statement
also holds for d = n (as stated above).

3.6 The Low Degree Extension

Many results in complexity theory and derandomization rely on the low-degree extension. Loosely speaking,
this is a technique to extend a given function f : {0,1}* — {0,1} to a low-degree d-variate polynomial
f: Fg — IF4. The standard precise statement is given below.

Lemma 3.9. Let f : {0,1}¢ — {0,1} be a function and d < h < q be integers such that h® > 2° and q is
a power of 2. Given H C ¥, of size h, and a one-to-one map ¢ : {0, 1} — HY there is a degree h=nh-d
polynomial f : Fg — T, such that for every x € {0,1}¢, f(x) = F(¢(x)). Furthermore, f can be computed
in time poly(2¢, log q) given oracle access to f and ¢.

Proof. For all j € H define the function g; : ', — ¥y, such that for all z € [Fy:

[[@-1

icH
gj(z) = i
I1G -4
1€H
i#]
Note that g; is a polynomial of degree h — 1, g;(j) = 1 and for all ¢ € H, such that 7 # j: g;(i) = 0. Now,
define the function f : Iﬁ‘g — Fy, such that for all x = (x1,...,24) € Ff]l:
flar, ... xq) = Z @) - 9oy, (1) - 9oy, (Ta)
ye{0,1}*

This is a polynomial of degree at most & - d which satisfies f(z) = f(¢(z)) for all z € {0, 1}%. By definition,
f can be computed in time poly(2¢,1log q) given oracle access to f and ¢. O

3.7 Sudan’s List-Decoding Algorithm
We will rely on Sudan’s celebrated list-decoding algorithm for the Reed-Solomon code [Sud97].

Theorem 3.10 (Sudan’s list-decoding algorithm [Sud97]). Let prs, agr,deg be integers. Given prs distinct
pairs (x;,y;) in field F with agr > /2 - deg - prs, there are at most 2prs/agr polynomials g of degree deg
such that g(x;) = y; for at least agr pairs. Furthermore, a list of all such polynomials can be computed in
time poly(prs, log |F|).

We remark that in this paper (as in the previous work [TV00, BGDM23]) we will rely only existence of
small lists, and do not use the efficiency of list-decoding algorithm.

3.8 The Goldwasser-Sipser AM Protocol and Consequences

A classical result by Goldwasser and Sipser [GS86] shows that there is an AM protocol for showing that
the fraction of accepting inputs of a given circuit is above some threshold. The same approach translates
immediately to the case where the given circuit is nondeterministic (rather than deterministic). Below is a
formal definition.
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Definition 3.11 (The nondeterministic large set promise problem). Given A > 0, we define a promise problem
NondetLarge, over pairs (C,~) where C'is a nondeterministic circuit, and 0 < v < 1.

* The Yes instances are pairs (C, ) such that C accepts at least a ~y-fraction of its inputs.

* The No instances are pairs (C, ) such that C accepts less than a ~y - e~ fraction of its inputs.

Note that a circuit C' of size s can have at most s input bits. Throughout the paper we will always assume
w.l.o.g. that C has s input bits (and may ignore some of them). We also note that because the number of
possible inputs to C' is at most 2°, we can always assume that the number of bits needed to represent - is at
most s (which implies that the input to the promise problem is of length that is dominated by the length of the
description of C, which is O(s log s)).

Theorem 3.12 (Goldwasser and Sipser [GS86]). For every integer s and \ > 0, there is a nondeterministic
circuit A of size poly(s, %) which solves the promise problem NondetLarge,.

Theorem 3.12 is stated in a somewhat nonstandard way. The more standard formulation discusses deter-
ministic circuits C, and gives an AM protocol that solves the promise problem. However, the same result
immediately applies to nondeterministic circuits. This is because in the Goldwasser-Sipser AM protocol,
Merlin sends inputs = to C' on which C(z) = 1, and if C' is nondeterministic, whenever Merlin sends an
x, he can also supply a witness showing that C'(x) = 1. This gives an AM-protocol with time poly(s, %)
for NondetLarge,, and the result in the theorem follows because one can transform an AM-protocol into a
nondeterministic circuit, as in the proof that AM C NP /poly.

3.9 An r-wise Independent Tail Inequality
We need the following tail inequality by Bellare and Rompel [BR94].

Theorem 3.13 (r-wise independent tail inequality [BR94]). Letr > 4 be an even integer. Suppose X1, Xo, ..., X,
are r-wise independent random variables taking values in [0,1]. Let X =Y X;, p = E[X] and A > 0. Then:

T +7“2 /2
A2 '

Pl = 4] <5+
In particular, if r < n, setting A = en, for some € > 0, it follows that:

2r \ "/
Pr[|X —pu| > en] <8- <2> .
en

4 A Multiplicative PRG for Nondeterministic Circuits

In this section we prove Theorem 1.7 that yields a multiplicative PRG for nondeterministic circuits. In Section
4.1 we present the construction of the multiplicative PRG. The proof of correctness is presented In Section 4.2.

4.1 The Construction

An important ingredient in the construction is the following lemma, that is a special case of a more general
lemma that is proven in [SUO5, Lemma 4.18].

Lemma 4.1 (Traversing matrix [SUOS]). Let h,q and d be such that: h is a power of 2, q is a power of h,
and d and logy, q are relatively prime, and let ¥, be the field with q elements. There exists an invertible d x d
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. . . . d_q . . . .
matrix A with entries in Fy, and a set H C F with |H| = h, such that AN s the identity matrix, and for
every v € H¢, such that v £ 0,

{Ai-v;1gi<hd} = H\ {0}.
Moreover, A can be found in time poly(h?, log q).

Remark 4.2 (On traversing matrices in [SUO5]). The paper of Shaltiel and Umans [SUOS5] contains sev-
eral constructions, and in particular they construct both extractors and pseudorandom generators. The two
different constructions use the same rationale, but rely on traversing matrices with different properties.

Interestingly, the “traversing matrix” of Lemma 4.1 is not the one used in the PRG construction of [SU05].
The PRG construction uses a “traversing matrix” with additional properties, and this comes with the cost that
we only know how to find such a matrix in time poly(q?). As explained in Section 2.2, in our setting where q
can be exponential in s, we cannot afford this time, and therefore cannot use the traversing matrix that was
used in the PRG construction of [SUOS5].

Instead, we will use the matrix from Lemma 4.1, which has a modified property and is a (special case) of
a traversing matrix that was used in an extractor construction in [SUOS5]. The advantage of this matrix is that
(as stated in Lemma 4.1) it can be found in time poly(h?,log q) and this time will be polynomial in s, even in
our setting where q may be exponential in s.

On the one hand, as explained in Section 2.3, we will need to modify the technical approach of [SUOS5]
to accommodate for using a matrix with weaker properties. On the other hand, in our setup (where q is
exponential in s) the use of the modified property, will also turn out to be an advantage in some of the steps in
the approach of [SUOS5] (where the fact that the index i in Lemma 4.1 ranges over [h?), rather than [q%] will
be crucial for the proof).

Summing up, the argument that we use in this paper gives a different proof even in the original setting
of [SUOS] (that is, when ignoring the additional complications needed to accommodate for “multiplica-
tiveness”). This different approach and can potentially help in recent applications of the Shaltiel-Umans
approach such as [CLO™"23].

Our PRG construction is presented in Figure 1 and relies on several components from Section 3. It closely
follows the high level overview given in Section 2.

Theorem 1.7 follows from the next theorem (that states the correctness of the construction) by choosing
Mext — 1 and m = s.

Theorem 4.3. [Multiplicative PRG for nondeterministic circuit] If E is hard for exponential size nondeter-
ministic circuits, then there exists a constant a > 1 such that for every sufficiently large s, and for every meyt,
m such that Mexe - m < s, and 5 < & < 1, the function G : {0, 1}“'(mm+log%) — {0, 1}™™Met defined
in Figure 1 is a multiplicative ﬂ( 1 5)—PRG for nondeterministic circuits of size s. Furthermore, G can be

computed in time poly(s).

Remark 4.4 (Regarding the optimality of the multiplicative PRG). As mentioned in Section I, Theorem 1.7
is optimal in the following sense:

* The hardness assumption used is minimal. More specifically, the hardness assumption that E is hard
for exponential size nondeterministic circuits follows from the conclusion of Theorem 1.7. This follows
easily by adapting an argument of Impagliazzo, Shaltiel and Wigderson [ISW99] that shows that hard
functions follow from (standard) PRG. We will now outline this argument and observe that it applies in
our multiplicative setting.

1

Let 6 = % and assume that for sufficiently large s, we have a (=, 0) multiplicative PRG

G : {0,1}9008) 5 10, 1}°
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Figure 1: Construction of multiplicative PRG for nondeterministic circuits

Hardness assumption: We are assuming that E is hard for exponential size nondeterministic circuits. Namely, that
there exist constants 0 < § < 1 < B and a function f : {0,1}* — {0, 1} such that:

Easiness: f is computable in time 25 on inputs of length /.

Hardness: For every sufficiently large ¢, nondeterministic circuits of size 2°¢ fail to compute f on inputs of
length 4.

Input parameters: We are given a sufficiently large integer s, and additional integer parameters mey, m and § > 0,
such that me, - m < s and 2% <6< %

Goal: Construct a 25( 1 5)—PRG for size s nondeterministic circuits, with output length mgyt = Mey - M and seed length
Mext + O(log(1/5)).
Construction:

Setting parameters for Traversing Matrix: Let ¢, ¢, be sufficiently large universal constants that will be cho-
sen in the proof. We set h = s, d = %0, { = dlogh and q = 2;—6?. Let F, be the field with ¢ elements
(we will be assuming that g is a power of 2). Let H C F, be a set of size h from lemma 4.1 and let A
be the invertible d x d matrix over I, as constructed in lemma 4.1, and note that A can be found in time
poly(h¢,log q) = poly(2¢) (here we should also verify that we can meet the conditions of Lemma 4.1, see
Remark 4.5). We identify {0, 1}* with H? using the bijective function ¢ : {0,1}* — H¢9, such that for
every x € {0,1}¢, ¢(z) = A” - wy where wy is some nonzero vector in H%, and we identify z € {0,1}*
with a number 0 < < 2¢ = h?). Note that ¢ can be computed in time poly(h?, 2, log q) = poly(2).

Low degree extension: We define f : Fg — I, to be the “low degree extension” of f (a precise statement is
given in Lemma 3.9). This is a polynomial of degree i = hd such that for every z € {0, 1}, f(¢(x)) =
f(). We have that f is computable in time poly(2¢, 25¢, log q) = poly(s).

Leftover hash lemma seeded extractor: Let c. be a sufficiently large universal constant that will be chosen in
the proof, set € = —%—, and SExt : {0, 1}'°5 x {0, 1}!°89 — {0, 1}™* be the (mext + 21og(1/€), €)-
strong seeded extractor of the “Leftover hash lemma” (formally specified in Theorem 3.8). Note that by
choosing ¢, to be sufficiently large, we have that log ¢ > mey + 21log(1/e).

PRG Construction: Let g : F¢ x F, — {0, 1}™= be defined by g(w, v) = SExt(f(w),v).

For every 0 < j < d — 1 we define G; : {0,1}(@+1D1oga . [ 1}Mex™ a5 follows: Given a seed
x € {0,1}(4+1) 1984 we interpret it as a pair (w,v) € F? x {0,1}1°8% and define:

Gi(z) =g <(Ahj)0.w,v> g ((Ah-”)’”_l .w,v) .

The final PRG G : {0,1}(@+D-dloga 5 f( 11me«™ js defined as follows: Given a seed z =
(2o, . .., x4-1) € (FIT1)? define:

&
|
—_

G(zo,...,x4-1) = Gj(z;)

<.
I
o

Note that by our choices, the seed length is (d+1)-d-log ¢ = a-(mex +10g(1/6)), for some constant a that
depends only on 3. Furthermore, G is computable in time poly(s) (where the exponent of the polynomial
in s is a universal constant times %).

for nondeterministic circuits of size s, where G can be computed in time poly(s).

We define the function f : {0,1}"*1 — {0,1} by f(2) = 1 if and only if there exists x € {0,1}"
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such that z is a prefix of G(x). By construction f : {0,1}°0°%) — (0,1} can be computed in time
2" - poly(s) = poly(s). We claim that it cannot be computed by a size s nondeterministic circuit, as if
there were such a circuit D, it would follow that: Pr[D(G(U,)) = 1] = 1 and Pr[D(U;) = 1] < 3,
contradicting the correctness of the multiplicative PRG.

We stress that while this argument shows that the conclusion of Theorem 1.7 implies the hardness
assumption (when setting 6 = % ), if one were to state Theorem 1.7 only for § = s7Q) then the
argument still works, but only shows that the function f can be computed in time poly(%).

* The seed length is minimal up to a constant factor. This is because for every 2% <6< % givena (1,9)-
PRG G : {0,1}" — {0,1}* for size s nondeterministic circuits, we can consider the (deterministic)
circuit D, (2) that checks whether z = zy, for zg = G(0"). By using nonuniformity to hardwire G(0")
to D,,, D is a size s circuit. However, it is easy to see that if 1 = o(log %) then D is not fooled by the
PRG. This is because Pr[D(U,) = 1] = &, and Pr[D(G(U,.)) = 1] = 5, and we get that:

= 3% = 3
o = Pr[D(G(U)) = 1] < e Pr{D(UL) = 1] 45 = o +6= 0()

which does not hold for r = o(log $).

Remark 4.5 (Regarding the parameter choices in Figure 1). In Figure | we allow ourselves to write expres-
sions like { = dlog h, and assume that ¢ is an integer, ignoring ceilings or floors. We use this convention
throughout the paper. One place where more care should be made is when choosing q, h and d, and applying
Lemma 4.1. This is because Lemma 4.1 has “divisibility requirements” and requires that h is a power of 2,
q is a power of h, and d and log,, q are relatively prime. We need to justify that we can meet these conditions
with the choices made in Figure 1.

Having pointed this out, we observe that this can be achieved with no difficulty, by insisting that h is a
power of 2, ¢ = h€ for c that is a power of 2, and choosing the constant d to be a power of 3. These choices
can increase d and h by at most a factor of 3, and may cause q to be squared. These changes are insignificant,
and using them, we meet the more intricate divisibility requirements of Lemma 4. 1.

Another technicality that we ignore in Figure 1 is that the map ¢ cannot output the zero vector (and so
formally it is not a bijection from {0,1} to H?). It is however a bijection from {O, 20— 2} to H*\ 0,
and so one element is “missing”. This can be solved by mapping 2° — 1 to the zero vector, and treating it
separately. We ignore this technicality (which is immaterial in the argument).

The remainder of this section is devoted to the proof of Theorem 4.3.

4.2 Proof of Theorem 4.3

We now prove Theorem 4.3. The reader is referred to Section 2 for a high level overview of the proof.
Assume that GG is not a PRG for nondeterministic circuits of size s with respect to Z\’ﬁ( L) Our goal is to

contradict the hardness assumption, and construct a nondeterministic circuit B of size 2%°¢ that computes f.
Throughout this proof we will consider a probability space with the following independently chosen
random variables
W« FLV « Fy, R + Uy,

Recall that G was defined by G(zg, ..., zq-1) = Go(zg) ® -+ ® Gg_1(xq—1). We have that G is not a
PRG for nondeterministic circuits of size s with respect to TJ( 15 By Lemma 3.5 we conclude that for every
0 < j < d — 1, there exists a nondeterministic circuit D; of size s +m - Mexe = O(s), such that G is not a
PRG for D’ with respect to < (L.6)-

1
PR
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4.2.1 Using a Multiplicative Hybrid Argument

We now use the multiplicative hybrid argument of Lemma 3.4 to get the following:

Claim 4.6. For every 0 < j < d — 1 there exists an index i; € {0,...,m — 1}, and a non-deterministic
circuit Dj : ({0, 1}me)5 5 10,1} of size s + Meyt - . = O(s) such that if we denote:

* Zii = (G;(W,V)); = <<Ahj)Z - W, V), (namely the i’'th block of G;(W,V)).
* D1 g = PI‘[D'(ZJ‘,O, ey Zjﬂ‘;ﬁ,h R) = 1]
® P2, = PI“[D (ZJ Oyev-y Zj,i;—17 Zj,z';f) = 1]

then for every 0 < j < d — 1, we have that p ; 76( L 5y P2

Proof of claim 4.6. We have that for every 0 < j < d, the distribution G;(W, V') = (Zj 0, ..., Zjm—1) is not
pseudorandom for Dj w.rt. R (L) This is precisely the setup considered in Lemma 3.4. More precisely, if
we consider additional indepen(ient variables

Ry, ..., Rpm—1 < {0, 1}Me,

then, by Lemma 3.4 we conclude that for every 0 < j < d — 1, there exists an 0 < z; < m — 1 such that

m

PT[D;(Zj70,.. 7, —17Rz*7~--,Rm71) :1] 7[/ (¢',6") PI‘[ (Zjo, . ,Zjﬂ;;f_l,ij ,R*_H,... Rm 1) 1],
where € = # and ¢’ = %

Forevery 0 < j < d—1, we can think about D} (zo,...,xq—1) as accepting two inputs a = (xo, . . ., :cz])
and b = (l’i;ﬁ_i'_l, .., Tm—1). We now plan to use Lemma 3.6. For this purpose, we define:

‘Wl—( 3,05 ¢« - Z]l, R)
* WQJ:(Z]'VO,.. Zjl, Zjﬂ:;‘,).

For every 0 < j < d — 1, we have that:

PI‘[D;-(ZJ'Q, ey Zjﬂ;;f_l, Ri"f, e ,Rmfl)

J

/
Pr[Di(Zj0, -, Zjir—1, Zjir, Rirg1s - .o, R1)

1] = PrD{W, (R, ) = 1
1] = Pe{D} (WY, (Rig 1, Bnt) = 1)

and we can think of the second input (Ri;+17 ..., Rm—_1) as independent random coins tossed by D}. By
Lemma 3.6 we conclude that for every j, there exists a fixing to Ri;+1, ..., R—1 that preserves the distin-

guishing advantage, and setting D; to be the circuit obtained from D; by hardwiring this fixing, we get that
for every 0 < j < d — 1 there exists a nondeterministic circuit D; of size O(s) such that:

m

PI‘[D]‘(Z]‘7(),...,ZJ"Z';_1, ) ] 74 /5/ [ (Zj,()a”ij,i;—laZj,i;) = 1].
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4.2.2 Distinguishers That Rely On Previous Elements

i

Loosely speaking, Claim 4.6 says that for every 0 < j < d — 1, if we set W/ = (Ahj) ;. W, then the circuit
Dj from Claim 4.6 distinguishes Z jir = g(W' V) from R, if it can be provided with the “previous elements”

Zi0y.-r 4 jiz—1- In the next definition we set up notation to refer to these previous elements as a function of

the “interesting element” W"'.
Definition 4.7 (Previous elements). Throughout the proof we will use the following notation:

* Given0<i<m-—10<75<d, andwEFgwedeﬁne:
Prv; j(w) = (Ahj)iz w.

» Given 0 < j < dand w € F, we define:
Prvj(w) = Prvp,—1 j(w), Prvpp—a j(w), ..., Prvy j(w).
* Given0) < j<d we Fe and v € Fy we define:
Prvj(w,v) = g(Prvim—1,j(w),v), g(Prvim—s j(w),v), ..., g(Prvi j(w),v).

This notation is set up so that we can restate Claim 4.6 in the following form:
Claim 4.8. For every 0 < j < d — 1 there exists a non-deterministic circuit D; of size O(s) such that:

hd pl,j = PI“[D]‘(PI’VJ'(W, V),R) = 1]
* p2; = Pr[D;(Prv;(W,V),g(W,V)) = 1].

m

* Py L 5 ) P2,j-

sm?’3

We remark that in Claim 4.8, for every j, the circuit D; receives m — 1 inputs in Prv;(W, V'), and not just

z;k — 1 as in Claim 4.6. This is because the circuit D; can ignore the m — zj inputs that it doesn’t use.

4.2.3 The “Basic Probability Space” and Interleaved Curves

We need the following definition of a degree r curve.

Definition 4.9 (Degree r curve passing through given r+1 points). For distinct r +1 elements to, ... ,t, € I,
and (not necessarily distinct) yo,...,yr € Fg we define C'tg....tr : Fqg — Fg to be the unique degree r
yO ,,,,, Yr

We now introduce a probability space which we will refer to as “the basic probability space”. The purpose
of this probability space is to select two random low degree curves C'!, C2, so that later, we will be able to
use the probabilistic method to argue that there exist two low degree curves C', C? with some very specific
properties.

This argument imitates a similar argument from [SUO5]. However, as mentioned in Section 2.3 the prob-
ability space that we consider here is slightly different than that used in [SUO5]. See Remark 4.12 for details.
The random experiment of the basic probability space is defined below.
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Definition 4.10 (The basic probability space). Letr = ¢, -d = % for a sufficiently large universal constant
¢y that will be chosen later in the proof and note that ¢ — 1 > (d + 1) - r. We define the basic probability
space as follows. Let:

£ 0 A0l @ e F o {0}

distinct

be distinct elements chosen randomly, and let

y§0)7""y7(‘0)7 y§1)7""y7(‘1)7 R y§d)a"'ay7('d)

d
«— F,
be chosen uniformly and independently at random.

We give some intuition for the choice of the basic probabiluty space. The selection of the random variables

£ 0 {0 yd)
and . . ;
y:{ )7 R y’V(‘O)7 y:{ )7 R y’r(‘l)7 R y§ )’ R y7(‘d)

above will be used to define two curves C*, C? of degree ' = (d + 1) - r. As in [SU05] these curves will be
“interleaved”. This formally means that the two curves C'*, C? will intersect in a very specific way.

Definition 4.11 (Interleaved curves).

* Foreveryj € {0,...,d},

I fj=0
Aj: pi-1 . .
A fl<j<d

e Forallk € [r], j €{0,...,d}, and u € {1,2}, define

(jow) _ y;(f), ifu=1
k Ajy,(c]) ifu=2

For every u € {1,2}, define the degree v’ := (d + 1) - r curve:

ct=C
T R R
sU U d,u d,u
wo, 3/50 )7 ey y7("0 )7 DRI y% ) ey y'l(‘ )

Remark 4.12. In [SUO5] each of the individual curves C*, C? is distributed like a uniform low degree curve
(with careful correlations between them). In definition 4.11 each individual curves C*,C? is not uniform.
More specifically, we insist that each individual curve passes through w for t = 0. This will be crucial in our
application. Loosely speaking, this enables us to reduce the size of the circuit that computes f from depending
on q to depending on h. This is crucial in our application where q is much larger than h.

The two curves C!, C? are arranged so that they have the following properties:
Claim 4.13 (Curves are interleaved). For every 0 < j < d, and every k € [r]:
- 1) = ).
R Cl(t,(j“)) —Ah . 02(15,(3“)).
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At a high level, Claim 4.13 says that C' and C? agree on r points. Similarly for every 0 < j < d, if we
shift the curve C? (by multiplying it with the regular matrix A=, then the two curves agree on r points.

We will be interested not only in the “original curves” C%, C? but also by curves obtained by “shifting”
each individual curve by an “offset” 7. More specifically, note that as A is a regular matrix, for every i, A* - C
is also a degree 7’ curve.

Definition 4.14 (Shifting the curves). Forevery0 <i < h? —1,1<j <d, k € [r], andu € {1,2} denote:
° y](:‘).]ﬁu) — A’L . yl({:jvu).
o OV = Al Cu

Using the fact that A is a regular matrix, we immediately conclude that for every 0 < i < h% — 1,
C},C? : Fy — F? are degree ' polynomials. Furthermore, the curves C}', C7 are “interleaved” in the same
sense, as the original curves.

Claim 4.15 (Shifted curves are interleaved). For every 0 < i < h® — 1, every 0 < j < d, and every k € [r]:
0 0
» L) = G2
j+1 —hi j+1
s O ) = A ).
We will also rely on the following properties of the selection of the curve in the basic probability space.

Lemma 4.16 (Sampling). For everyi € {0,...,h% — 1}, and u € {1,2}, the degree r' random curve C* is
uniformly distributed over the family of all degree v’ curves passing through (0, wg). Consequently, the g — 1
random variables (C!(t)) ter,\ {0} ¢ r’-wise independent.

q

Lemma 4.17 (Independence from interpolation locations). Foreveryi € {0,...,h%*—1}, andu € {1,2}, the
()

random curve C}' is independent of the interpolation points (tk . In particular, conditioning on

)ogjgd, 1<k<r

any value of the polynomial C}', the “interpolation locations are distributed like (d+1)-r

=J W L >

random distinct elements in IF, \ {0}.

Proof of Lemma 4.16 and Lemma 4.17. We prove both lemmas simultaneously. We start by proving Lemma
4.17. It is sufficient to show that for every i € {0,...,h% — 1} and u € {1,2}, we have that for every fixing

()
of (tk )ogjgd, 1<k<r’
(0, wg).
We begin by noting that for a random variable y < F2, an invertible matrix A € F&*? and an integer 4,
Aty is uniformly distributed as A’ is invertible. This means that for every i € {O, o ht— 1} andu € {1,2},

the curve C'* is uniformly distributed over degree ' curves that pass through the point

we can imagine that for fixed choice of distinct interpolation points ¢1, ..., ,/, the curve C;* was chosen by
Ci'=0C oyt
wWO,YLsees Yyt
where 41, ..., Yy Fg.

Fix somei € {0,..., he — 1} andu € {1,2}, the curve C! : Fy — IFZ can be thought of as d polynomials
Co,...,Cj_1 : Fg — Fy, so that for every t € Fy, CF(t) = (Co(t),...,Cq-1(t)).

We have that C}*(0) = wo which gives that for every 0 < j < d — 1, C;(0) is fixed. Hence, it suffices to
prove that for every j, the remaining 7’ coefficients are i.i.d. over F,,.
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Forevery 0 < j < d—1, wedenote Cj(t) = > g p< a,gj)tk, where V& : a,gj) € Fyand yp, = (y,gj))ke[,.l].
Note that we have already seen that for every j, a((]j ) = C;(0) = wi. Tt follows that:

() ()
00N ([
o] e |
/ /’71 ’ ) : :
gt o) G ) o

Where the first row corresponds to tg = 0. The matrix on the left-hand side is a Vandermonde matrix
Vo,t1,....t,.» and therefore invertible, thus:

() ()

Qs Wy
() (4)
) |
X ! = (Vo,tl,...,t,r/) L. 1
e y9

As wy is fixed, there is a bijective map between the values (a,(j )) ke[ and (y,(j ) )kep forall j € [d], and over-

all a bijective map between (yy) e[ and (a,(gj )) kelr],jelq) Which means C}" is uniformly distributed among
all degree 1’ curves passing through (0, wy).
We now prove Lemma 4.16. To prove that (C;L(t))tqu\ {0} 18 r’-wise independent, we will show that

for any t7,...,t/, € Fg, the random variable (C}(t})) ke 18 uniformly distributed. In fact, we show the
stronger statement that this random variable is uniformly distributed even for fixed ¢1, ..., %,.

Note that if we add t6 =0, forevery 0 < 57 < d — 1, we have that:

Vot - (@ o<ker = (C;(th))oshan
We have seen that even for fixed ¢4, ..., t,s, we have that (a,(Cj ))ke[r’} are random and independent elements,

Vo,t;.,....¢7, 1s a bijection between (a,(cj))ogkgrr and (C7(t},))o<k<r, and aéj), C}*(0) are fixed, hence there is

a bijection between (a,(ij )) kef] and (Cj(t;,))kef> and overall we have a bijection between (a,(cj )) kel jeld
and (Cj(t},) jejq)) —— (C§(t},)) gy 1t follows that (Cf(})) ¢, is uniformly distributed.

4.2.4 A Property That Identifies The Correct Polynomial

We start with the following definition.
Definition 4.18.

» Forevery0 < j <d—1, wedefiney,j =pi1;+4cand y2; =pa2; — €
e Forevery0 < j<d—1,andevery u € {1,2}, we define j' = j'(j,u), defined by

j/_ 0 fu=2
j+1 ifu=1

Claim 4.19. Forevery0 < j <d—1, 7, > ets “Y1,j-
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Proof. Letn = ﬁ and &' = %. Recall that

pj2 > el -pj1+ 8 > max(d', e" “Pj1)-

Recall that in Figure 1 we defined ¢ = Cegﬁ for a sufficiently large constant c. that we are allowed to
choose. We have that ,
0 _Om_ P2
Ce-S-3m?2 ce e

Using that Vo € [0,1], 1+ 2 <e* <1+4+3zand1 -z <e™* <1—2/3, we get:

) Pj,2n ) n _3n _3n
Y Pi2m€  PizT e piz-(1—5) € = €t _dd e

Y _ dpjon — . — dny — n o 4n = _(n_4ny T ° ’
Mo PiatAe piyeemn 4 2L pig- (e ) T 1—F 4+ oG

for ¢, > 100. ]

Recall that throughout the proof we consider a probability space with the following independently chosen
random variables
W« FLV « Fy, R + Uy,

We will now add an additional independent random variable 7" <— [, \ {0}.

The next claim shows that there exists a fixing of the randomness in the basic probability space, such that
forevery 0 < j < d—1,everyu € {1,2},andevery i € {0,...,h% — 1} the distinguishing circuit D; can be
used to specify a property that distinguishes the “correct polynomial” p;' = f o C}" from any other degree her'
polynomial p such that for every k € [r], p(t,(j /)) = f( ,(:’J /’")). Here j' = j'(j,u) is the function defined in
Definition 4.18. Loosely speaking, as is the case in [SU05], the “reference points” in which we require p and
Dy to agree on, are exactly the points in which the two curves are interleaved. The precise statement appears
below.

Claim 4.20 (Existence of good curves). There exist distinct

£O o A0l @ e {0y
and 0 1 d
y:(l )""7y'l('0)7 y:(l )""7y'l('1)7 AR | y:(l )""7y',("d) E ]FZ

such that for every 0 < j < d — 1, everyu € {1,2}, and everyi € {0, ..., h® — 1}, the following holds.

The correct polynomial passes: For the degree h-r polynomial p}' : ¥, — ¥y defined by p;} = f o C}', we
have that for every k € [r], ﬁ;‘(t,(f] )) = f(y,(;’j ’u)), PE(0) = f(A" - wy), and

Pr[D;(Prv;(CH(T),V),SExt(pi(T), V)) = 1] > 725

No incorrect polynomial passes: For every degree hor' polynomial p : ¥, — Iy such that p # p}, that

A~

satisfies that for every k € [r], p(tgl)) = f(y,(j’jl’u)), we have that

PI‘[D]‘(PFV]‘(CZ‘(T), V)? SEXt(p(T), V)) = 1] <M,

We show that good curves exist, by using the probabilistic method over the basic probability space. More
specifically, Claim 4.21 that appears below, states that for every 0 < j < d — 1, every u € {1,2}, and every
i € {0,...,h?—1}, the two properties stated in Claim 4.20 hold over the choice of random interleaved curves
in the basic probability space, with probability 1 — %. This means that Claim 4.20 follows from Claim 4.21
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below, using a union bound over all choices of 0 < j < d —1,u € {1,2},and i € {0,...  hd — 1}. This
indeed follows as

1
(d+1)-2-hd-5—qd<1,

which follows because d is constant,

using the requirement that § < %, and we can choose the constant ¢, to be sufficiently large.

4.2.5 Analyzing The Property in the Basic Probability Space

As explained above, Claim 4.20 will follow from the next claim (that analyzes the same property over a
random choice in the basic probability space).

Claim 4.21. Forevery0 < j <d — 1, everyu € {1,2}, and everyi € {0,...,h% — 1}, we have that except

with probability at most % over the basic probability space, the following holds.

The correct polynomial passes: For the degree h-r' polynomial p}' : Fq — F, defined by p}' = f o C}, we
have that for every k € [r], ﬁ?(tl(c] )) = f( ,(;’j ’u)), p(0) = F(A" - wy), and

PI‘[DJ‘(PI’VJ‘(C;L(T),V),SEXt(ﬁ?(T), V)) = 1] > 72,5

No incorrect polynomial passes: For every degree hr' polynomial p : ¥, — Iy such that p # py, that
satisfies that for every k € [r], p(tg )) = f (y,(;’] ’")), we have that

Pr[D;(Prv;(CH(T), V), SExt(p(T),V)) = 1] < 71,5

Proof of Claim 4.21. By Claim 4.8, for every 0 < j < d — 1 there exists a non-deterministic circuit D; of
size O(s) such that:

° pl,j = PI‘[Dj(PFVj(W, V),R) = 1]

* poj = Pr[D;(Prv;(W,V),SExt(f(W),V)) =1].

By a standard application of an r-wise independent tail inequality [BR94] we get that for every 7 €
{0, .o hd— 1} and j € {0,...,d — 1}, the values p; ; and po ; (which are probabilities over the choice
W« IFf]l) are approximated by values pi'y ;, p;'s ; (Which are defined below by replacing W with CH(T) for
T < F, \ {0}). This is stated formally in the next claim.

Claim 4.22 (Sampling preserves p1; and ps ;). For every i € {0,...,h%—1},j € {0,...,d — 1} and
u € {1,2}, except for probability ﬁ over the basic probability space we have that:

* pi'y; = Pr[D;(Prv;(C{(T),V),R) = 1] < p1,; + € and

° pﬁzj = Pr[Dj(Per(Clu(T), V), SEXt(f(Ciu(T)), V)) = 1] > D2 — €="Y25 > V1,4

The proof of Claim 4.22 follows by a straightforward application of the r-wise independent tail inequality
of [BR94] (stated in Theorem 3.13).

Proof of Claim 4.22. Forevery j € {0,...,d — 1}, we have that:
* P = PI‘[Dj(PI”Vj(W, V),R) = 1]
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A

* P2 = Pr[Dj(Per(W7 V)v SEXt(f(W)’ V)) = 1]

Define v (w) = Pr[D;(Prv;(w,V)), R) = 1] and va(w) = Pr[D;(Prv;(w, V)), SExt(f(w),V)) = 1], so
that pyj = K, pa [v1(w)] and py ; = EyFo [v2(w)]. Recall that we are considering the basic probability
space under which the conditions of Lemmas 4.16 and 4.17 are satisfied for the random curve C}.

For every t € F, \ {0}, every i € {0,...,h% — 1} and every u € {1,2} we define the random variable
Ry, = C{(t). By Lemma 4.16, we have that for every i € {0,...,h% — 1} and every v € {1,2}, the
random variables (Rf,i)teﬂzq\{o} are r’-wise independent according to and in particular r-wise independent.
This means that we can apply the r-wise tail inequality from Theorem 3.13 to argue that for every ¢ €
{0,...,h% =1} and every v € {1,2}, p1; and py; are with high probability approximated by p{, ; and
Py ;- More specifically, for every i € {0,...,h% —1} and every v € {1,2}, Theorem 3.13 implies the
probability that [p1 ; — pj'; ;| > € is at most

o r/2 1
8. [ —— <
2(g—1)) 7 20¢"

where the last inequality follows because we can choose the constants ¢, ¢, in the definition of r = ¢, - d

and ¢ = 2;5? to be sufficiently large so that 62.(277;1) < % and r > 10d. The same reasoning gives that
the probability that [ps — pg 2| > € is at most ﬁ, and the claim follows by a union bound over these two
events. O

We continue with the proof of Claim 4.21. Fix some i € {0,...,h% —1},5 € {0,...,d —1}and u €

{1,2}. By Claim 4.22 with probability 1 — ﬁ over the basic probability space, we have that pi'y ; < p1,;+¢€

and pj'y ; > po,; — €. Fix some specific choice of fixing (tl(ce))ke[r},ee{o,...,d} and (y]ge))ke[r},ee{o,...,d} for the
basic probability space which satisfies this condition. This fixing is done so that C* (which is determined by
(tée))ke[r]766{07__.7d} and (y](ce))ke[r],ee{o,...,d}) is fixed to a specific polynomial. We define:

Listy; = {p :Fy — Fy ‘ pis adegree h - ' polynomial, and Pr[D;(Prv;(CH(T),V),SExt(p(T),V)) = 1] > '7173‘}

~

We have seen that p}' = f o C}' € List}fi. For every polynomial p € List}; we have that:
Pr[D;(Prv;(C{(T),V),SExt(p(T),V)) = 1] — Pr[D;(Prv;(C{(T),V),R) = 1]

> Y15 — Py > (p1j +4€) — (p1j +€) = 3e.

As T is uniform over F, \ {0} and independent of (V, R), by an averaging argument, it follows that there
exist a subset V', | C IFy \ {0} of size €(q — 1) such that for every t € V; . if we denote w; = Cj'(t) we
have that:

Pr[D;(Prv;(w, V), SExt(p(t),V)) = 1] — Pr[D;(Prv;j(w, V), R) = 1] > 2e.
Forevery t € IF, \ {0} we define:

Listy; , = {a € Fg : Pr[D;(Prv;(wy, V), SExt(a, V)) = 1] = Pr[D;(Prvj(w, V), R) = 1] > €},

so that for t € V! . we have that p(t) € List}, ;.
As SExt is a (k, €)-strong extractor for & = mey + 2log(1/€), we have that for every ¢t € F, \ {0},
|List}; ;| < 2% (as otherwise the uniform distribution on List}, , violates the guarantee of strong extractors
(see Definition 3.7) with respect to the distinguisher D;;(y, z) = D;(Prv;(we, y), 2)).
We now have the setup of the celebrated Reed-Solomon list-decoding algorithm of Sudan [Sud97] (stated

formally in Theorem 3.10). More precisely, there are prs = (¢ — 1) - 2¥ points (namely, all pairs (¢, ) for
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t € Fy\ {0} and y € List},,) such that every degree deg = h-r polynomial p € List},, passes through
agr = €- (¢ — 1) of the points. By Sudan’s theorem, if agr > /2 - prs - deg then |List¥;| < Zors _ 228 _

Js l’ — agr = €
mext+1
%.15 The requirement that agr > /2 - prs - deg translates to
228 hoy!  2.2Met o (d4 1)

q—1> 3 1

€ €

Recall that b = h - d<527"<s €= 7
e S

be sufficiently large so that ¢ = 6cq satlsﬁes the requirement.

and we have that m, s < %. We can choose the constant ¢, to

Using that the “interpolation points” and C}* are independent to trim the list. Forevery: € {O, . ht—1 },

j€{0,...,d— 1} and u € {1, 2}, in the basic probability space (namely, when choosing (t,(:)),ge[r]vee{omd}
and (y,(:)) ke[r],eefo,....d})» the quantities pZL j»Pig j» and the set List}fi are random variables that depend on

the choice of (t/ge))ke[r],ee{o,...,d} and (?J/E;e))ke[r],ee{o,...,d} in the basic probability space.

A crucial observation is that the random variables p;'; ;,p;'s ; and List};, depend only on the “shape” of
the curve C}'. More formally, p}'; ;, p's ; and List}; are determined by the set {(¢, C}'(t)) : t € F,} which is
determined by the polynomial C“ However by lemma 4.17, for every speciﬁc fixing of the polynomial C“,

-----

gives that the random variable C} is 1ndependent of the random variable (t,(€ )) ke[r],ee{0,....d}-

Consider conditioning the probability space of choosing (tl(f)) kelr],e€{o,....dy and (y,ie)) ke[r],e€{0,....d}» ON
a specific fixing of C}*, such that pgij < pj1 + € and ngj j > pj2 — €, so that by the previous discussion,
2Mext +1

|List};| < =5—.

By Claim 4.22 such a fixing occurs with probability 1 — W We’ve seen that having conditioned on

a specific choice of CY', the set List} , ; is fixed, and yet (t E, ))i’e[r],ke {0,....dy are distributed like r’ random
distinct values in F \ {0} Recall that j = 7'(j,u) defined in Definition 4.18 is defined by

, o ifu=2.
TTYj+1 ifu=1.

Therefore, tgj ) Yo ,t&j ") are distributed like r random distinct values in F, \ {0}. We also have that p} €
List};, and that for every k € [r], ﬁ}‘(t,(j )) = f(C}‘(tg ))) = f(y,(f )). We also have that:

N

B(0) = F(C0)) = f(A”- C*(0)) = f(A"- w).

Every p € Listj; that is different from p;' agrees with p}’ in at most h - 7' elements. Therefore, the
probability (in this conditioned probability space) that p and p;' agree on the (still random) tgj /), ,tgj Vs

at most (q 1) . We will do a union bound against all p € List}‘,i such that p # pY, and there are at most

|List;‘»’i| < 2 e:; “ such polynomials. We obtain that the probability that there exists p € Listj; such that
p # Py, and yet for every k € [r], p(t;]l)) = ﬁfj(t,(j/)), is at most

2mext+1 ﬁ ! r 2mext+1 X cie’) 92 cr-d 2mext+1 . C:E’) 5 cr-d 1
€3 g—1 58 5% - q 56 2Mext 1044

SNote that here (similar to [TV00, BGDM23, Sha25] and in contrast to [STV01]) we only use combinatorial list-decoding, and do
not rely on the efficiency of Sudan’s algorithm, and we could have used a combinatorial list-decoding result like the Johnson bound.
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where the inequalities above follow because € = - SmQ, §<1 Jher! = hdr = (d+ ) socp-d? <83 < 65,
m < s, and then we can take ¢, > 5, so that for ¢ = 250?, we have that % < mext The final inequality
follows for a sufficiently large constant c,.
1 . . oqe
Overall, we have that except for probability 10 =g+t = 10q = 5,4 OVer the choice from the basic probability

space, we have that:
Pr[D;(Prv;(C(T), V), SExt(pi (T), V) = 1] = 72,5.

and for every degree i1 polynomial p # pi* such that Pr[D;(Prv;(C*(T), V), SExt(p(T), V)) = 1] > 71,
there exist k& € [r] such that p(t/,(gJ )) # ﬁi“(tgj )) =f (y,(gj )), and this completes the proof of Claim 4.21. [

4.2.6 The Procedure “Test Next Curve”

We now introduce a nondeterministic procedure that will serve as a subroutine in the final non-deterministic
circuit B of size poly(s), which will be designed to break the function f. The goal of this procedure is to
test whether a given polynomial p : F, — F, is equal to p}’ = f o C}'. The procedure will be based on the
properties guaranteed in Claim 4.20.

We will use the fixed choices of the basic probability space that are guaranteed in Claim 4.20. More
specifically, We fix distinct elements

£ 0 DD @ e m o {0}
and elements o ) 4
yi )7"‘7y7(‘0)) yi )7"'7y7(‘1)? R y:([ )7""y’r(‘d) GFZ

that are guaranteed in Claim 4.20. Loosely speaking, by Claim 4.20 we are guaranteed that for every
i € {0,...,h¢ =1}, every j € {0,...,d— 1} and every u € {1,2}, C}* is a “good curve” on which
the conclusion of Claim 4.20 applies. The precise description of the procedure TEST NEXT CURVE appears
in Figure 2.

4.2.7 Analyzing the Procedure ”Test Next Curve”

We want to show that the procedure TEST NEXT CURVE indeed performs the intended action, as explained
in Figure 2. We start with the following claim, which explains the role of the circuit D;'; in relation to
Claim 4.20.

Claim 4.23. For everyi € {0, ...  hd — 1}, every j € {0,...,d — 1}, every u € {1,2}, every polynomial
p : Fy — F, of degree at most h - v/, and every collection of polynomials o1, . . . ,0m—1 : Fg — F, of degree
atmost h - r':

* The circuit D}'; is a nondeterministic circuit of size poly(s, d).

e Ifo1,...,0m_1 are the intended polynomials, namely if 01 = f oCH (m—1)his **+» Om—1= fo Ct i
then,
Dit(t,v) = Dj(Prv;(C{(t),v), SExt(p(t), v))

Proof of Claim 4.23. The circuit D}'; operates as follows. On input (Z,v), it first computes the values
SExt(o1(t),v),...,SExt(om—1(t),v), SExt(p(t), v). Since SExt takes inputs of length log ¢ = poly(s), it fol-
lows from Theorem 3.8 that SExt can be computed by a circuit of size poly(s). The polynomials o1, . .., 01
are of degree h - 1/ = poly(s, d), and so, evaluating them at a given point takes time poly(s, d). The circuit
Dy}, then feeds these values as input to the circuit D;(SExt(o1(t),v), ..., SExt(om—1(t),v), SExt(p(t), v)),
Wthh itself has size poly(s). Therefore, the overall circuit D}'; has size poly(s, d).
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Figure 2: Procedure TEST NEXT CURVEZ]-

The procedure TEST NEXT CURVE is defined as follows:
Non-uniformity: TEST NEXT CURVE will be hardwired with the following “non-uniform” advice.
* Distinct elements t(lo), ol 50), tgl), ... ,t&” t(ld), ... 7t(rd) € F,\ {0} whose existence is guaranteed
by Claim 4.20.

* Probabilities (71,5);eqo,....i—1}» (72,5)jefo,...,d—1} from Definition 4.18.

y ey

» Circuits (D;) eqo,....d—1}-

Parameters: TEST NEXT CURVE will receive the following parameters.

* Offset i: an integer in [0, ..., h? — 1]
o Stride j: an integer in [0, ...,d — 1]
* curve type u € {1,2}

Input: TEST NEXT CURVE will receive the following inputs.

* m — 1 degree hr! polynomials 01, . ..,0m—1 : F; — F, represented by their coefficients. Note that by our
choice of parameters hr’ = poly(s) for some fixed polynomial that does not depend on d.
We will refer to 01, ..., 05,—1 as “previous polynomials”, and their intended values are the polynomials:

fo Ciu,(mfl).hja s OO s

* ay,...,a, € F, which we will refer to as “reference points” and are intended to be the values
f(ygw ’u))7 . f(yﬁ“ ’u)). Here j' = j'(j,u) is the function from Definition 4.18.

* A polynomial p : F;, — IF, of degree hr' which we will refer to as the “tested polynomial”.

Loosely speaking, when provided with the intended previous polynomials, and intended reference points,
the goal of the procedure is to test whether the tested polynomial is the intended value f o C}.

Action: Given parameters 4,j,u and inputs (o01,...,0m—1), (a1,...,a,) and p, the procedure
TEST NEXT CURVE; (01, .., 0m—1; 1, . .., @ p) is defined as follows:

* Verify that for every k € [r], p(t,(j )) = ay.
¢ Construct the nondeterministic circuit:

Dy ;(t,v) = Dj (SExt(01(t),v), ..., SExt(om—1(t),v), SExt(p(t),v))

We will argue below that this circuit is of size poly(s, d).

* We will now use Theorem 3.12, taking A = < on input (D}';,72,5)- For these choices, Theorem 3.12 gives
a nondeterministic circuit A of size poly(s,d) that solves the promise problem NondetLarge, on these
inputs, and distinguishes the case where Pr[D}' (T, V) = 1] > 7, ; from the case Pr[D};(T,V) = 1] <
V2,5 - e s, By Claim 4.19 we have that y; ; < 72,5 - e s, implying that A distinguishes the case where
Pr[D}(T,V) = 1] > 72 ; from the case Pr[D} (T, V') = 1] < 71 ;. The procedure TEST NEXT CURVE
which is allowed to be nonuniform and nondeterministic will use A to distinguish between these two cases
and check if A(D};,v2,;) = 1.

« If all verification steps pass, then the procedure outputs 1.

Complexity: We will argue below that for every 4, j, u, the procedure TEST NEXT CURVEZ , can be implemented by a
nondeterministic circuit of size poly(s, d).

For the second item, recall that

(2

Prv; (C(t), v) = SExt(f o (Ahj)_(m_l) LCH (1), ), ..., SExt(f o (Ahj)_l C (1), v)
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and for every i’ € [m — 1], (Ahj>Z LOY = O hence

i i—i/-hJ’

A~ ~

Prv;(C;'(t),v) = SExt(f o Cf_(m_l)hj,v), . SExt(foC i v)

A~ ~

andifo; = fo Cf_(m_l)hj, ooy Ot = fo O, then
Dj;(t,v) = Dj(Prv;(C(t), v), SExt(p(t), v))
O

In the next claim, we show that the procedure TEST NEXT CURVE;'; acts as intended. More specifically
that it is a size poly(s, d) nondeterministic circuit such that when supplied with the intended previous polyno-
mials and reference points, it accepts a given tested polynomial p if and only if it is the intended polynomial

p = f o C;. Loosely speaking, Claim 4.20 was specifically set up to guarantee the correctness of the
procedure.

Claim 4.24 (Correctness of TEST NEXT CURVE). For every i € {0, o ht— 1}, every j € {0,...,d—1}
and every u € {1,2}:
* TEST NEXT CURVE}; can be simulated by a nondeterministic circuit of size poly(s, d).
* Let
op=fo C’Zy_(m_l)hj, ceyOm_1=fo Cit
and let
ar = Fui ), = f)

be the intended values for the previous polynomials and reference points, then for every polynomial
p:Fy — F, of degree at most h - r':

1 ifp=foC

TEST NEXT CURVE (01, - .., 0m—1, Q15,0 D) = .
ol " S (I e e

Proof of Claim 4.24. The procedure TEST NEXT CURVE;'; constructs a nondeterministic circuit D;fj(t, v)
of size poly(s, d). It then invokes the nondeterministic circuit A from Theorem 3.12, which solves the promise
problem NondetLarge,, on the input (D}';,72,7). Since A itself has size poly(s, d), the overall complexity of
TEST NEXT CURVE]'; is poly(s, d).

We now prove correctness. We show that

1 ifp=foCy,

TEST NEXT CURVE;;(01, - -+, O, 1, -+, Oy D) = ,
’ 0 otherwise.

First, if there exists k£ € [r| such that

then necessarily p # f o C}, and the initial verification step fails.
Assume therefore that for all k£ € [r],

p(tf) = Fu) = a
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By Claim 4.20, it follows that if p # f o C}, then
Pr[D!(T, V) = 1] = Pr[D;(Prv;(CH(T), V), SExt(p(T), V) = 1] < y1j < e /o0
On the other hand, if p = f o C}, then
Pr[D}fj(T, V) =1] > ;.

Thus, the pair (D}fj, 72,;) satisfies the promise of Theorem 3.12. Consequently, the circuit A accepts if

and only ifp = f oC}*. Therefore, all verification steps succeed exactly in this case, completing the proof. [

4.2.8 Learning the Successive Interleaved Curves

Recall that our goal is to construct a nondeterministic circuit B that computes f and contradicts the hardness
assumption. In order to abstract the process of B, we introduce another procedure that will be used as a
subroutine in circuit B. This procedure called “INTERLEAVE” will be analogous to a similar procedure with
the same name from [SUO5]. This procedure uses the same logic as in [SUO5] but relies on the procedure
TEST NEXT CURVE from the previous section, rather than on the “predictor” based approach of [SU05]. (See
Section 2.3 for an explanation of the difference between the two approaches. The precise description of the
procedure INTERLEAVE appears in Figure 3.

Claim 4.25. Let

0% =fo Czl (m—1)hd> vO}n—l =fo Czl_ha
and let
O% =fo Cf_(m_l)hja a072n—1 =fo Cf_hg
then,
INTERLEAVE; j(0],...,05 0%, ..., 0%, p",p?) = {1 v :_fo Clandp* = f o G
0 otherwise

Proof of Claim 4.25. We first make the observation that for every k € [r],

m—1

02 (tg""l)) = fo Ci27hj (t;]"rl)) — f(A_hj . Clz(tlgj_i_l)))

. 4 A 11 N L C
= FCray™Y) = fAT- ch ) = fAT gty = fylati) = a2

The first inequality follows because by our assumption 072n—1 = f o C’fﬁ i+ The second inequality follows

because C2 ,; = A" o C2. The third inequality follows from Claim 4.15 we have that C (tV )y =

AW .2 (tg 1)), The fourth inequality follows because C} = A*.C. The fifth inequality follows because by

the definition of C'!, we have that C"* (t,(j 1y = yU+L1) The sixth inequality follows because A - y(+1:1) =
y(#+L1)  The final inequality follows because by Definition 4.18, the function j' = j'(j, ), is defined by

, o ifu =2
T+ ifu=1

This gives that the evaluations
j+1 j
O (7). (1Y)

that are used as reference points in the first invocation of the procedure TEST NEXT CURVEZ{ ; are the intended
values

f(yg'h] (jvl)vl))7 ol f(y£i7j/(j71)71))
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Figure 3: Procedure INTERLEAVE; ;

The procedure INTERLEAVE is defined as follows:

Non-uniformity: INTERLEAVE will be hardwired with the following “non-uniform” advice.

¢ The non-uniformity required for the procedure TEST NEXT CURVE.
¢ Distinct elements t§°>, - ,tS-O), tgl), . 7t,(»l)7 e tgd), . ,tg.d) € F, \ {0} whose existence is guaranteed

by Claim 4.20.
Parameters: INTERLEAVE will receive the following parameters.

* Stride j: an integer in [0, ...,d — 1]
* Offset i: an integer in [0, ..., h? — 1]

Input: INTERLEAVE will receive the following inputs.

1

e m — 1 degree her! polynomials o},...,0},_, : F, — F,: “previous polynomials” which are intended to be

the polynomials: f o C}i(mfl)_hj, o foCH

« m — 1 degree h - ' polynomials 02, . . ., 02

m—1 - g — F4: “previous polynomials” which are intended to be

the polynomials: fo Cf_(m_l)_hj, . fo Cf_l_hj.

« degree hr’ “tested” polynomial p! : F, — F, which is intended to be f o C_.

« degree hr’ “tested” polynomial p? : F, — F, which is intended to be f o C?.
Loosely speaking, when provided with the intended previous polynomials, the goal of the procedure is to
test whether the tested polynomials p*, p? are the intended f o C}, f o C2.

Action: Given parameters i,j and inputs oi,...,o0L 4, o%,...,0%,_;, p',p?’, the procedure
INTERLEAVE; j(0l,...,0}L _1;0%,...,02,_1;pt;p?) is defined as follows:
« Invoke procedure TEST NEXT CURVE] ;(o},... 0L 1,02 _;(t]*1),... 0% _;(tJ*!),p!) and check
whether its output equals 1.
« Invoke procedure TEST NEXT CURVE] (0, ...,02%,_1,p(t9),...,p"(t2), p?) and check whether its out-

put equals 1.
« If all verification steps pass, then the procedure will output 1.

Complexity: Note that for every 4, j, the procedure INTERLEAVE; ; can be implemented by a nondeterministic circuit
of size poly(s, d).

for the reference points. By claim 4.24, it follows that

TEST NEXT CURVE; (01, ..., 0y, 1,0, @Y, 02ty ply =1

m—1>“m—1 m

if and only if p' = f o C'. Furthermore, if the first verification step succeeds, then p' = f o C! and for every
k€ [r],

A~

p () = F(Cr ) = Fed ) = Fal- 2 = FAT-y0P) = Fl0?) = Fur 022y

The first inequality follows because p' = f o C}. The second inequality follows because by Claim 4.15, we

have that C} (t,(go)) = C? (t,(co)). The third inequality follows because C? = A’ . C2. The fourth inequality
follows because C’Q(t,go)) = y](€0,2)‘ The fifth inequality follows because A’ - y,go’Q) = y,(;’o’Z). The final
inequality follows because j'(0,2) = 0.

This gives that the evaluations



that are used as reference points in the first invocation of the procedure TEST NEXT CURVE% ; are the intended
values

f(yglvﬂ (j72)72))7 ol f(yr(i’j/(jg)’z))

for the reference points. By claim 4.24, it follows that

TEST NEXT CURVE; (0%, ..., 00, 1,p" N, ), p?) =1

m

if and only if p? = f o C’Z-2 . Summing up, we conclude that both verification steps succeed if and only if

plzfoCZ-landpQZfoCiQ. O

4.2.9 Obtaining a Nondeterministic Circuit that Contradicts the Hardness Assumption

We are finally ready to finish the proof and obtain a contradiction by showing that there exists a nondeter-
ministic circuit B of size 25 that computes f, and contradicts the hardness assumption. We construct such
a circuit B using the procedure INTERLEAVE from the previous section. This proof follows along the same
lines of the original argument of Shaltiel and Umans [SUO5] when adjusted to account to the modifications
that we have made because we have to work with a distinguisher, rather than a predictor (as explained in
Section 2.3).

The circuit B will be hardwired with:

* The nonuniformity required to run the procedure INTERLEAVE.
* The polynomials (f o Czu)ue{l,Q},ie{—1,...,—(m—1)}' Note that these are degree bt polynomials, and
can be represented by their coefficients. (Here, we allow ourselves to use negative indices, but note that

d . . . [ .
as A""~1 = I, we have that ¢, = Cpy_,_,- and the use of negative indices is just for convenience).

We now describe how the nondeterministic B operates when given an input = € {0, 1}. It will be more
convenient to think of = as an integer 0 < x < 2f = p4, Recall that in the PRG construction that is presented
in Figure 1, we set things up so that:

f(x) = f(o(x)) = (A" - wo).

The procedure INTERLEAVE allows us to achieve the following: Given an offset ¢ and stride j, if we
already correctly computed the previous polynomials

fO Cilf(mfl)-hj’ ceey f (¢] Cilfl-hj and f e} C?*(mfl)-hj’ ey f o C??*th’

then we can obtain the current polynomials
foCland foC?

by the following process: We guess coefficients to two degree her' polynomials p', p? (that are supposed to be
the current polynomials) and then call the procedure INTERLEAVE; ; on the previous polynomials and guessed
polynomials. By Claim 4.25 we are guaranteed that INTERLEAVE; ; accepts if and only if the polynomials
pl, p? are the current polynomials. We will refer to such a step, as “learning the polynomials at offset i with
stride 5”

To make this less abstract, note that B is set up so that we can learn the polynomials at offset 0 with stride
0. Furthermore, note that once we have done that, we can learn the polynomials at offset 1 with stride O (as
we now have access to the correctly computed previous polynomials at offset 1 and stride O (m — 2 of them
are given as nonuniformity, and the last one was obtained in the previous learning step).
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We now describe the operation of B as a sequence of d phases, where each one is composed of h? learning
steps. More specifically: We write x in base h, that is we express x as

T = Z aj - R,
0<j<d-1
where forevery 0 < j <d —1,a; € {0,...,h — 1}. We will construct B as follows, using d phases.

Phase 0: We perform h? steps of learning as follows. For every
ie{k:0<k<h’—1}

we learn the polynomials at offset ¢ using stride 0. Note that initially, we have already correctly com-
puted the previous polynomial at offset ¢ = 0 and stride 0 (by the given nonuniformity). Furthermore,
that for every 1 < k < h? — 1 the previous polynomials that we require at offset i = k and stride 0 are
available to us at the end of the previous step.

Phase 1: We perform h? steps of learning as follows. For every
i€{ag+k-h':0<k<h®—1}

we learn the polynomials at offset ¢ using stride 1. Note that initially, we have already correctly com-
puted the previous polynomial at offset ¢ = ag and stride 1 (these polynomials were obtained in the
previous phase). Furthermore, that for every 1 < k < h% — 1 the previous polynomials that we require
at offset i = ag + k - h! and stride 1 are available to us at the end of the previous step.

Phase 2: We perform h? steps of learning as follows. For every
i€{apt+ar-h+k -h*:0<k<h?—1}

we learn the polynomials at offset ¢ using stride 2. Note that initially, we have already correctly com-
puted the previous polynomial at offset ¢ = ag + a; - h and stride 2 (these polynomials were obtained
in the previous phase). Furthermore, that for every 1 < k < h? — 1 the previous polynomials that we
require at offset i = ag + ay - h + k - h? and stride 2 are available to us at the end of the previous step.

Phase j: We perform h? steps of learning as follows. For every
i€{ag+tar-h+...4aj1 W '+k-W:0<k<h*-1}

we learn the polynomials at offset ¢ using stride j. Note that initially, we have already correctly com-
puted the previous polynomial at offset 7 = ag+a1-h+a;_1 -h~1 and stride j (these polynomials were
obtained in the previous phase). Furthermore, that for every 1 < k < h? — 1 the previous polynomials
that we require at offseti = ap +a1-h+... +a;_1 - hi=' + k - k7 and stride j are available to us at
the end of the previous step.

Phase d — 1: We perform h? steps of learning as follows. For every
ie{atarht . tags R kBT 0SSR - 1)

we learn the polynomials at offset ¢ using stride d — 1. Note that initially, we have already correctly
computed the previous polynomial at offset i = ag + a1 - b + ag_o - h%2 and stride d — 1 (these
polynomials were obtained in the previous phase). Furthermore, that for every 1 < k < h? — 1 the
previous polynomials that we require at offset i = ag + a1 - h+ ...+ ag_o - h*"2 + k- h%1 and stride
7 are available to us at the end of the previous step.
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Note that at this point, we have correctly learned that polynomials at offset z = Zog j<d—19j " h7 which is
one of the offsets that we learned in the final stage.

Let us be more precise. The procedure that we described is a nondeterministic procedure that made d
phases, where each one consists of h? steps. In each one of these steps we guessed two polynomials, and
tested them using the procedure INTERLEAVE. This means that if on input x, all “verification steps” made by
the d - h? invocations of INTERLEAVE accepted, then we are guaranteed that the polynomial p! : F, — Fy
that we guessed and verified for offset x is the correct polynomial, meaning that p! = f o CL. In that case we
have that:

p'(0) = fo C1(0) = f(C3(0)) = f(A"- C1(0)) = f(A” - wo) = f(x).

This means that if all invocations of INTERLEAVE accepted, we can now output p! (0), and this is indeed f(z).
If any invocation of INTERLEAVE rejected, then we output zero.
Overall, we have that we constructed a nondterministic circuit B such that for every input x:

* If f(x) = 1, then there exist a nondeterministic guess that leads B to output one.

* If f(x) = 0, there does not exist a nondeterministic guess that leads B to output one. This is because
in the case that all guesses are correct, B outputs p'(0) = f(z) = 0.1

We are left with bounding the size of the nondeterministic circuit B. The computation of B is composed
of d phases, where in each one there are h? steps, and each one invokes the procedure INTERLEAVE that
is a size poly(s,d) nondeterministic circuit. Recall that h = s. It follows that the overall size of B is
poly(s,d) = (s - d)¢ for some universal constant c. It remains to show that as a function of its input length ¢,
the circuit B has size that is upper-bounded by 2°°¢.

Recall, that we have not yet chosen the constant ¢y that was specified in Figure 1 and governs the choice
of the constant d. We are allowed to choose cg to be any sufficiently large universal constant. We choose
co = ¢ + 1. With this choice, for sufficiently large s, as ¢y and 3 are constants and d = %, we have that the
size of B is at most

(&
(s-d)¢=sd° =s°- <Cﬂo> < et = g%,
Using the choices in Figure 1 we have that:

560 — oo — ZB-E

9

where the last inequality follows because ¢ = dlogh, and d = %0, and together, this gives that 27¢ = 5%,

Overall, this gives that B is a nondeterministic circuit of size 25 that computes f correctly. This is a
contradiction to the hardness assumption that is stated in Figure 1. This completes the proof of Theorem 4.2.

5 Randomness Reduction in Explicit Constructions for coNP /poly Properties

In this section we prove Theorem 1.9 by observing that it directly follows from Theorem 1.7.

Proof of Theorem 1.9. Let P be a language in coNP /poly such that for every sufficiently large m,

Pr{U,, € P]| > 1—46(m),

for 0 < 6(m) < % As P € NP/poly, we have that there exists a constant ¢ > 1 such that for every
sufficiently large m, there is a nondeterministic circuit D of size s = m¢, such that for every z € {0,1}™,

D(z) = 1if and only if z ¢ P. Note that 25 < §(m) < -

sl/c*

16 Another way to think about this is that the circuit B that we construct is a single valued nondeterministic circuit that computes
f. See e.g., [MVO05] for a definition of single valued nondeterministic circuits.
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By Theorem 1.7, the assumption that E is hard for exponential size circuits yields a (%, d(m))-multiplicative

PRG G : {0,1} =0 o) {0,1}* for size s nondeterministic circuits. We define Construct to be the
randomized algorithm that on input 1" outputs the first m bits of G(U,). By the guarantee on G, this ran-
domized algorithm runs in time poly(s) = poly(m), and uses r = O(log ﬁ) random coins. It follows that
for every sufficiently large m:

Pr[Construct(1™) ¢ P] = Pr[G(U,) ¢ P]
=Pr[D(G(U,)) = 1]
< es - Pr[D(Upn) = 1] + 6(m)

< 2-Pr[D(Uy) = 1] + 5(m)
<2.5(m) +6(m)
=3-6(m).

6 Multiplicative PRGs for Nonboolean Circuits

In this section we discuss our results on multiplicative nb-PRGs. In Section 6.1 we prove Theorem 1.12. In
Section 6.2 we discuss applications of multiplicative nb-PRGs.

6.1 Proof of Theorem 1.12

Theorem 1.12 is a direct consequence of Theorem 1.7 and the observation that an optimal multiplicative PRG
(in the boolean case) is also an optimal multiplicative nb-PRG. This observation is stated precisely below.

Theorem 6.1 (Multiplicative nb-PRG from multiplicative-PRG). If G : {0,1}" — {0,1}™ is an (€, 9)-
4.5-2¢
€

multiplicative PRG for circuits of size s, then for every £ > 1, G is also an (¢,4 - €, )-multiplicative

nb-PRG for circuits of size s' = s — O({).

We now note that Theorem 1.12 follows from Theorem 1.7 using Theorem 6.1. Indeed, assuming that E
is hard for exponential size nondeterministic circuits, for every sufficiently large s, every £ > log s, and every
)

% <6 <1 wecansetd = Tao0and s = s? and apply Theorem 1.7 to obtain a multiplicative (%, &)

PRG G : {0,1}" — {0, 1}* for

r = O(log %) = O(l +log %)
We stress that in order to get the correct dependence on ¢ (namely, » = O(¢)) in the multiplicative nb-PRG, it
is imperative to have the correct dependence of » = O(log %) in the multiplicative PRG.

Indeed, previous work by Artemenko et al. [AIKS16] constructed (boolean) multiplicative PRGs. How-
ever, that paper relies on a significantly stronger hardness assumption, and in addition only achieved r =
O(log %)2 for the boolean multiplicative PRG. As a consequence, Artemenko et al. [AIKS16] could not use
the argument of Theorem 6.1 directly, as this would yield an nb-PRG with seed length r > ¢2.

Instead, they used a significantly more complicated construction of multiplicative nb-PRGs from multi-
plicative nb-PRGs. One of the costs of this more complicated construction is that they end up needing to
assume the assumption that E is hard for exponential size Yg-circuits.

Remark 6.2 (Multiplicative nb-PRG for nondeterministic circuits). When deriving Theorem 1.12 from Theo-
rem 1.7 above, we did not use the fact that the PRG constructed in Theorem 1.7 fools nondeterministic circuits.
The argument only requires that the (boolean) multiplicative PRG to fool deterministic circuits.
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It is natural to ask whether Theorem 6.1 can be extended to give a multiplicative nb-PRG that fools non-
deterministic circuits when starting from a (boolean) multiplicative PRG that fools nondeterministic circuits.

Here, there is a definitional issue, as it is not clear what a nondetreministic nonboolean circuit is. (The
concept of nondeterministic computation is defined only for procedures that have boolean output). Nev-
ertheless, if one takes “single valued nondeterministic circuits” (see e.g. [MVO05] for a definition) as the
nonboolean generalization of nondeterministic circuit, then the proof of Theorem 6.1 gives a version where in
the assumption one assumes a (boolean) PRG that fools nondeterministic circuits, and in the conclusion one
obtains an nb-PRG that fools single valued nondeterministic circuits.

The proof of Theorem 6.1 is given below, and is very similar to an analogous argument that was given in
[AIKS16].

Proof of Theorem 6.1. Let C : {0,1}™ — {0,1}" be a size s’ circuit. For every v € {0, 1}/, we define the
circuit C, : {0,1}™ — {0, 1} that given z € {0, 1}"" answers one if and only if C'(z) = v. By definition, for
every v € {0,1}¢, C, is a size s = s’ + O({) circuit. We define:
‘ ]
H=1ve{0,1}" : Pr[C(Uy) =v] > -;.

This gives that for every v € H,

< e Pr[Cy(Up) = 1] + 6

< (14 3€) - Pr[Cy(Up) = 1] + 6

< (14 3¢) - Pr[C(Up,) = v] +€- Pr[C(Up,) = v]
= (1 + 4e) - Pr[C(Up,) = v]

< et Pr[C(U,,) = v).

Similarly, for every v € {0,1}*\ H,

PrIC(G(U;)) = v] = PO (G(U;)) = 1]
< e Pr[Cy(Uy) =1]+0

<3245

Al

<4
For every function D : {0,1}* — {0, 1}, we define

HD:{ue{o,l}’f:ueﬂandD(v)zl}.

LD:{ve{o,l}f:ngandD(v):l}.
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Finally, we compute:

UEHD UELD
< > P CUn) =0+ Y 4
vEHp vELp
< > P OUn) =0+ Y 4=
v:D(v)=1 ve{0,1}¢
0
< et . Pr[D(C(Uy)) =1]+4-2¢- =
€
This gives that D is a (¢, 4e, 4'2;'6)—multiplicative nb-PRG. O

6.2 Applications of Multiplicative nb-PRGs

Multiplicative nb-PRGs are defined so that whenever one has a polynomial time algorithm Sample such that
for every sufficiently large m, P = Sample(U,,) is a distribution on ¢ < m bits (a good choice to keep in
mind is £ = m® for some constant 0 < « < 1) then the distribution P’ = Sample(G(U,)) (obtained using
the multiplicative nb-PRG that is the consequence of Theorem 1.12) can be sampled in time poly(m) using
only r = O(¢+log(1/6)) random bits, and is similar to P, in the sense that it “preserves small probabilities”.
More specifically, that for any event A C {0, 1},

Pr[P € A] < em -Pr[P € A +6 < 2-Pr[P € A +5.

The property that small probabilities are preserved is attractive in cryptographic applications, where one often
wants that the probability that the adversary breaks the security is negligible.

nb-PRGs in cryptographic applications. An obvious difficulty when trying to apply PRGs from the Nisan-
Wigderson setting in a cryptographic application is that such PRGs are not cryptographic, meaning that the
time allowed to the adversary of the PRG is smaller than the time it takes to run the PRG. This is in contrast
to cryptographic PRGs, in which the time allowed to the adversary of the PRG is larger than the time it takes
to run the PRG. (Typically, the PRG runs in fixed polynomial time and is required to fool adversaries that run
in arbitrary polynomial time).

It is this property that allows cryptographic PRGs to be used in cryptographic applications where honest
parties can run cryptographic PRG, and expect to fool adversaries that run in larger time.

The notion of nb-PRG that we are considering is set up against an adversary that runs in two steps:

* At the first step, a computationally bounded C' : {0,1}™ — {0,1}* (which does not have sufficient
time to run the PRG) receives a string z € {0, 1}".

« At the second step, an unbounded adversary D : {0, 1}* — {0, 1} receives the string C(z).

It is required that this “combination of procedures” does not distinguish a pseudorandom distribution from the
uniform distribution (and in the multiplicative case, this is with respect to a multiplicative relation).

Past work on nb-PRGs [DI06, AS14, AIKS16] identified several settings in which this two step guarantee
can be used in cryptographic applications. We will now briefly survey two such applications.

Reducing the input length of OWFs with large input length [AIKS16]. Consider a OWF (one way func-
tion) that has input length that is much larger than the output length. For concreteness, assume that the only
OWEF that we have is a function f : {0,1}™ — {0, 1}* where m = ¢1°. We would like to reduce the input
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length of f (as this often reduces communication in cryptographic protocols) while “preserving the hardness”.
This can be done using a suitable multiplicative nb-PRG, G : {0,1}"=9(®) — {0,1}" by defining:

f'(s) = f(G(s)).

This gives a construction of a function f/ : {0,119 — {0, 1}¢. At first glance, this seems problematic as the
nb-PRGs that we consider are in the Nisan-Wigderson setting, and do not fool the adversaries that are trying
to break the OWF. The key observation is that for f’ to be a OWF, we do not need G to fool an adversary C
(that is trying to break f) but rather an honest party C (that is trying to compute f).

More specifically, it is sufficient to set GG to fool the circuit C = f of fixed polynomial size (namely,
the “easy direction” of f). This is because, then we have that the distribution P’ = f'(U,) = f(G(U,)) is
similar to P = f(U,,), in the sense that it preserves small probabilities. In particular, if we started from the
assumption that an adversary D can produce an input in f~!(P) with at most negligible probability, then we
can conclude that the same holds when D receives P’ = f’(U,.) on input.

Note that this argument is very general and applies to any class of adversaries D (as long as the initial
function f was secure against this class). Furthermore, note that for this application, it is crucial to “preserve
small probabilities” and one requires a multiplicative nb-PRG, rather than a (standard) nb-PRG to obtain the
negligible probability of inversion that is expected for OWFs.

Finally, note that the multiplicative nb-PRG of Theorem 1.12 is precisely what is required in such an
application (meaning that this can be done under the hardness assumption in Theorem 1.12).

Saving randomness in information theoretic secure MPC for semi-honest parties [DI06]. In the appli-
cation discussed above, the nb-PRG was set up to fool honest parties C, rather than adversaries. In protocols
for secure multiparty computation (MPC) it is often the case that one designs a protocol against adversaries
that are “semi-honest”. Namely, they follow the computation prescribed in the protocol, but later on, may
perform additional (possibly unbounded) computation trying to learn the secrets of the honest parties.

Loosely speaking, such an adversary corresponds with the two step process of C and D described above in
the following sense: During the protocol, the adversary runs a fixed polynomial time computation (determined
by the protocol) as a function of its secret, randomness, and communication. This means that the entire system
(of honest parties and semi-honest adversaries) can be viewed as a circuit C' of fixed polynomial size (that
is hardwired with the secrets) takes as input the random strings of each party, and produces the prescribed
communication and output to each party. Later on, some coalition of bad parties may choose to examine their
communications and outputs (possibly using some unbounded computation D in order to steal the secrets of
the honest parties).

Dubrov and Ishai [DI06] formally specify such a scenario, and (using the intuition described above) show
that (standard) nb-PRGs can be used to reduce the randomness required by all parties to the total length of
communication (which we will denote by ¢). Loosely speaking, this is achieved by making parties use an
nb-PRG to stretch an = O(¢) long random string, into an m bit string, which each party uses as its random
coin tosses. The correctness and security of this modified protocol follows by using the intuition described
above. We refer the reader to [DIO6] for precise details.

As this is a cryptographic protocol, it is natural to try and achieve “negligible” probability of adversaries
to cheat. This is where multiplicative nb-PRGs come in. Indeed, using multiplicative nb-PRGs one can
show that if some event (say that the bad parties steal the credit card number of some honest party) occurs
with “negligible” probability in the original protocol, then it also holds with “negligible” probability in the
modified protocol.

We remark however, that for this application, nb-PRGs w.r.t. 2(675) do not seem to suffice, and one

requires nb-PRGs w.r.t. (the double sided multiplicative relation) Tr”vd(ev(;), defined by:
md m m
P1 ~(e,5) P2 = D1 ~(c,6) P2 and P2 ~(¢ ) P1-
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Fortunately, it is easy to see that both Theorem 1.7 and Theorem 1.12 can give PRGs w.r.t. this relation, under
the assumption that E is hard for exponential size ¥o-circuits.!” We defer the details to a later version.

7 Conclusion and Open Problems

In this paper we give an optimal construction of multiplicative PRGs for nondeterministic circuits, as well as
multiplicative nb-PRGs. Both are constructed under the hardness assumption that E is hard for exponential
size nondeterministic circuits.

A natural open problem is to find more applications of multiplicative PRGs. In addition to the applica-
tions mentioned in this paper, recent work [Sha25, BSS25] utilizes multiplicative PRGs as building blocks
in explicit constructions of extractors for samplable distributions, as well as other types of “hard to sample
functions”. It is natural to ask whether the multiplicative PRGs of this paper can provide improvement in
these applications.

Theorem 1.5 shows that we cannot expect to obtain (standard) e-PRGs with error ¢ = s under
assumptions of the form: there exists an ¢, such that E is hard for exponential size ¥;-circuits. Is there a way
to bypass these limitation by introducing another type of plausible assumptions? We remark that it is possible
to bypass this limitations if one is willing to assume the very strong assumption that E is hard for exponential
size PSPACE-circuits (as also mentioned in [AIKS16]). However, maybe there’s a completely different line
of plausible assumptions that can bypass such limitations.

A related open problem is that we don’t know whether (standard) nb-PRGs for deterministic circuits
require a hardness assumption against nondeterministic circuits. This assumption is used by current con-
structions [AASY15], but unlike other cases mentioned in this paper, there are no black-box impossibility
results that prevent such an nb-PRG from being based on the assumption that E is hard for exponential size
deterministic circuits.

—w(1)

References

[AASY15] B. Applebaum, S. Artemenko, R. Shaltiel, and G. Yang. Incompressible functions, relative-error
extractors, and the power of nondeterministic reductions. In 30th Conference on Computational
Complexity, pages 582-600, 2015.

[AIKS16] S. Artemenko, R. Impagliazzo, V. Kabanets, and R. Shaltiel. Pseudorandomness when the odds
are against you. In 31st Conference on Computational Complexity, CCC, volume 50, pages
9:1-9:35, 2016.

[AKO2] V. Arvind and J. Kobler. New lowness results for ZPPN? and other complexity classes. J.
Comput. Syst. Sci., 65(2):257-277, 2002.

[AS14] S. Artemenko and R. Shaltiel. Pseudorandom generators with optimal seed length for non-
boolean poly-size circuits. In Symposium on Theory of Computing, STOC, pages 99-108, 2014.

[BDL22] M. Ball, D. Dachman-Soled, and J. Loss. (nondeterministic) hardness vs. non-malleability. In
Advances in Cryptology - CRYPTO 2022 - 42nd Annual International Cryptology Conference,
volume 13507, pages 148-177, 2022.

"Loosely speaking, this is because in the proof of Theorem 1.7 we use the “set lower bound” protocol of Goldwasser and Sipser
[GS86], which we describe in Section 3.8. An analogous “set upper bound” protocol is not known for AM protocols, or nondterminis-
tic circuits. However, it can be done in BPPNP (by classical results on approximate counting of NP-witnesses [Sto83, Sip83, JVV86])
and using this protocol in the proof, allows us to get “both sides” of the relation %d(e’(g), at the cost of assuming a stronger hardness
assumption (to account for the additional NP oracle).

43



[BGDM23] M. Ball, E. Goldin, D. Dachman-Soled, and S. Mutreja. Extracting randomness from samplable

[BOVO7]

[BR94]

[BSS24]

[BSS25]

[BV17]

[CLOT23]

[CT22]

[DIO6]

[DMOZ22]

[Drul3]

[GM84]

[GS86]

[GSTO3]

[GSV18]

[GWO02]

distributions, revisited. In 64th IEEE Annual Symposium on Foundations of Computer Science,
FOCS, pages 1505-1514, 2023.

B. Barak, S. J. Ong, and S. P. Vadhan. Derandomization in cryptography. SIAM J. Comput.,
37(2):380—400, 2007.

M. Bellare and J. Rompel. Randomness-efficient oblivious sampling. In 35th Annual Symposium
on Foundations of Computer Science, pages 276287, 1994.

M. Ball, R. Shaltiel, and J. Silbak. Non-malleable codes with optimal rate for poly-size circuits.
In Advances in Cryptology - EUROCRYPT, volume 14654 of Lecture Notes in Computer Science,
pages 33-54, 2024.

M. Ball, R. Shaltiel, and J. Silbak. Extractor for samplable distributions with low min-entropy.
To appear in STOC, 2025.

N. Bitansky and V. Vaikuntanathan. A note on perfect correctness by derandomization. In
Advances in Cryptology - EUROCRYPT 2017 - 36th Annual International Conference on the
Theory and Applications of Cryptographic Techniques, volume 10211, pages 592-606, 2017.

L. Chen, Z. Lu, I. C. Oliveira, H. Ren, and R. Santhanam. Polynomial-time pseudodeterministic
construction of primes. In 64th IEEE Annual Symposium on Foundations of Computer Science,
FOCS, pages 1261-1270. IEEE, 2023.

L. Chen and R. Tell. When arthur has neither random coins nor time to spare: Superfast deran-
domization of proof systems. Electron. Colloquium Comput. Complex., TR22-057, 2022.

B. Dubrov and Y. Ishai. On the randomness complexity of efficient sampling. In Proceedings of
the 38th Annual ACM Symposium on Theory of Computing, pages 711-720, 2006.

D. Doron, D. Moshkovitz, J. Oh, and D. Zuckerman. Nearly optimal pseudorandomness from
hardness. J. ACM, 69(6):43:1-43:55, 2022.

Andrew Drucker. Nondeterministic direct product reductions and the success probability of SAT
solvers. In 54th Annual IEEE Symposium on Foundations of Computer Science, FOCS, pages
736-745, 2013.

S. Goldwasser and S. Micali. Probabilistic encryption. Journal of Computer and System Sci-
ences, 28(2):270-299, April 1984. Preliminary version appeared in STOC’ 82.

S. Goldwasser and M. Sipser. Private coins versus public coins in interactive proof systems. In
Proceedings of the 18th Annual ACM Symposium on Theory of Computing, pages 59-68, 1986.

Dan Gutfreund, Ronen Shaltiel, and Amnon Ta-Shma. Uniform hardness versus randomness
tradeoffs for arthur-merlin games. Computational Complexity, 12(3-4):85-130, 2003.

A. Grinberg, R. Shaltiel, and E. Viola. Indistinguishability by adaptive procedures with advice,
and lower bounds on hardness amplification proofs. In 59th IEEE Annual Symposium on Foun-
dations of Computer Science, FOCS, pages 956-966. IEEE Computer Society, 2018.

0. Goldreich and A. Wigderson. Derandomization that is rarely wrong from short advice that is
typically good. In APPROX-RANDOM, pages 209-223, 2002.

44



[HNY17]

[ILL89]

[ISW99]

[ISW06]

[IW97]

[JVV86]

[KvMO02]

[MVO05]

[NW94]

[Sha25]

[Sip83]
[SS24]

[Sto83]

[STVO1]

[SUO05]

[SU06]

[SU09]

[Sud97]

P. Hubé4cek, M. Naor, and E. Yogev. The journey from NP to TENP hardness. In 8th Innovations
in Theoretical Computer Science Conference, ITCS, volume 67, pages 60:1-60:21, 2017.

R. Impagliazzo, L. A. Levin, and M. Luby. Pseudo-random generation from one-way functions
(extended abstracts). In Proceedings of the 21st Annual ACM Symposium on Theory of Comput-
ing, pages 12-24, 1989.

R. Impagliazzo, R. Shaltiel, and A. Wigderson. Near-optimal conversion of hardness into pseudo-
randomness. In FOCS, pages 181-190, 1999.

R. Impagliazzo, R. Shaltiel, and A. Wigderson. Reducing the seed length in the nisan-wigderson
generator. Combinatorica, 26(6):647-681, 2006.

R. Impagliazzo and A. Wigderson. P = BPP if F requires exponential circuits: Derandomizing
the XOR lemma. In STOC, pages 220-229, 1997.

M. Jerrum, L. G. Valiant, and V. V. Vazirani. Random generation of combinatorial structures
from a uniform distribution. Theor. Comput. Sci., 43:169-188, 1986.

A. Klivans and D. van Melkebeek. Graph nonisomorphism has subexponential size proofs unless
the polynomial-time hierarchy collapses. SIAM J. Comput., 31(5):1501-1526, 2002.

P. Bro Miltersen and N. V. Vinodchandran. Derandomizing arthur-merlin games using hitting
sets. Computational Complexity, 14(3):256-279, 2005.

N. Nisan and A. Wigderson. Hardness vs. randomness. JCSS: Journal of Computer and System
Sciences, 49, 1994.

R. Shaltiel. Multiplicative extractors for samplable distributions. In 40th Computational Com-
plexity Conference, CCC, volume 339 of LIPIcs, pages 22:1-22:22. Schloss Dagstuhl - Leibniz-
Zentrum fiir Informatik, 2025.

M. Sipser. A complexity theoretic approach to randomness. In STOC, pages 330-335, 1983.

R. Shaltiel and J. Silbak. Explicit codes for poly-size circuits and functions that are hard to
sample on low entropy distributions. In Proceedings of the 56th Annual ACM Symposium on
Theory of Computing, STOC, pages 2028-2038, 2024.

L. J. Stockmeyer. The complexity of approximate counting. In STOC, pages 118-126, 1983.

M. Sudan, L. Trevisan, and S. P. Vadhan. Pseudorandom generators without the xor lemma. J.
Comput. Syst. Sci., 62(2):236-266, 2001.

R. Shaltiel and C. Umans. Simple extractors for all min-entropies and a new pseudorandom
generator. J. ACM, 52(2):172-216, 2005.

R. Shaltiel and C. Umans. Pseudorandomness for approximate counting and sampling. Compu-
tational Complexity, 15(4):298-341, 2006.

R. Shaltiel and C. Umans. Low-end uniform hardness versus randomness tradeoffs for am. SIAM
J. Comput., 39(3):1006-1037, 2009.

M. Sudan. Decoding of Reed Solomon codes beyond the error-correction bound. Journal of
Complexity, 13, 1997.

45



[TVO00] L. Trevisan and S. P. Vadhan. Extracting randomness from samplable distributions. In 41st
Annual Symposium on Foundations of Computer Science, pages 32—42, 2000.

[Uma03] C. Umans. Pseudo-random generators for all hardnesses. Journal of Computer and System
Sciences, 67:419-440, 2003.

ECCC ISSN 1433-8092
46 https://eccc.weizmann.ac.il




